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1. найменування та область застосування

Найменування – «Інтерпретатор мови програмування».

Програма призначена до застосування на кафедрі Автоматизованих систем обробки інформації та управління Національного технічного університету України «Київського політехнічного інституту».

1. підстави для розробки
   1. Перелік документів, на підставі яких ведеться розробка

Підставою для проведення розробки являється наказ № 6 від 11 травня 2016 року. Наказ затверджено на засіданні кафедри АСОІУ, далі Замовник і прийнято до виконання студентом(ми) Златокрильцем Миколою Олександровичем, далі Виконавець(ці), дата затвердження ТЗ.

* 1. Найменування і умовне позначення теми розробки

Найменування теми розробки – «Розробка інтерпретатора мови програмування».

Умовне позначення теми розробки (шифр теми) – «РІМП 0.1».

1. призначення розробки
   1. Функціональне призначення розробки

Функціональним призначенням розробки програми є надання користувачам можливості написання та виконання коду на розробленій в ході даної роботи мові програмування.

* 1. Експлуатаційне призначення

Програма повинна експлуатуватися в об'єктах кафедри АСОІУ.

Кінцевими користувачами програми є співробітники та студенти кафедри АСОІУ, абітурієнти та випускники кафедри.

1. вимоги до програмного забезпечення
   1. Вимоги до функціональних характеристик
      1. Вимоги до складу виконуваних функцій

Програма повинна забезпечувати можливість виконання нижче наведених функцій:

1. інтерпретація коду, розміщеного у текстовому файлі;
2. інтерпретація коду пооператорно в режимі read-eval-print loop (далі - REPL);
3. в разі лексичної або синтаксичної помилки – виведення відповідного повідомлення
   * 1. Вимоги до організації вхідних даних

Якщо програма працює в режимі інтерпретації файлу з кодом, вхідні дані до програми повинні бути організовані у вигляді текстового файлу з кодом. Якщо програма працює в режимі REPL, вхідні дані до програми повинні надаватися регулярно у вигляді операторів мови програмування, що інтерпретується.

* + 1. Вимоги до організації вихідних даних

Вихідними даними для програми є результат виконання коду програми, якщо він не має лексичних та синтаксичних помилок. Інакше вихідними даними для програми є повідомлення про помилку, яке містить інформацію про тип помилки (лексична або синтаксична).

* 1. Вимоги до надійності
     1. Вимоги до надійного функціонування програми

Надійне функціонування програми повинно бути забезпечене виконанням замовником сукупності організаційно-технічних заходів, перелік яких наведено нижче:

1. організацією безперебійного струмопостачання технічних засобів;
2. використанням ліцензійного програмного забезпечення;
3. використанням своєчасно оновленого програмного забезпечення;
   * 1. Час відновлення після відмови

Час відновлення після відмови, що спричинена збоєм електропостачання технічних засобів, не крахом операційної системи, не повинно перевищувати 1 години за умови виконання умов експлуатації технічних і програмних засобів.

Час відновлення після відмови, що спричинена неполадкою технічних засобів, крахом операційної системи, не повинно перевищувати часу, який потрібен на ліквідацію неполадок технічних засобів та переустановленням програмних засобів.

* + 1. Відмови через некоректні дії користувача

Відмови програми можливі внаслідок некоректних дій користувача системи. Задля запобігання відмов програми через вище вказані причини слід обмежити коло користувачів з правами доступу «Адміністратор».

* 1. Умови експлуатації
     1. Кліматичні умови експлуатації

Кліматичні умови експлуатації, при яких повинні забезпечуватися задані характеристики, повинні задовольняти вимогам, що заявлені до технічних засобів зокрема до умов їх експлуатації.

* + 1. Вимоги до видів обслуговування

Див. Вимоги до забезпечення надійного функціонування програми.

Програма не потребує будь-яких видів обслуговування.

* + 1. Вимоги до кількості та кваліфікації персоналу

Мінімальна кількість персоналу, що необхідний для роботи програми, повинна складати не менше 1 штатної одиниці – користувач системи з правами «Адміністратор».

Користувач програми з правами «Адміністратор» повинен мати навички роботи з командним рядком операційної системи, мінімальний досвід програмування та повинен бути ознайомленим із правилами та синтаксичними конструкціями мови програмування, що інтерпретується.

Персонал повинен бути атестованим на ІІ кваліфікаційну групу по електробезпеці (для роботи з кафедральним обладнанням).

* 1. Вимоги до складу і параметрів технічних засобів

До комп’ютера, на якому має бути розгорнуто програмне забезпечення, висуваються наступні вимоги:

1. 64-розрядний процесор з тактовою частотою не нижче 1.6 ГГц;
2. достатній об’єм оперативної пам’яті (не менше 2 ГБ);
3. достатній об’єм жорсткого диску (не менше 5 ГБ).
   1. Вимоги до інформаційної і програмної сумісності

Вимоги до додаткового ПЗ не висуваються

* 1. Вимоги до маркування та упаковки

Вимоги до маркування та упаковки не висуваються

* 1. Вимоги до транспортування та зберігання

Вимоги до транспортування та зберігання не висуваються

1. вимоги до програмної документації
   1. Попередній склад програмної документації

Склад програмної документації повинен включати в себе:

1. технічне завдання;
2. керівництво користувача.
3. техніко-економічні показники

Орієнтовна економічна ефективність не обчислюється.

1. стадії та етапи розробки
   1. Стадії розробки

Розробка повинна бути проведена в три стадії:

1. розробка технічного завдання;
2. робоче проектування;
3. впровадження.
   1. Етапи розробки

На стадії розробки технічного завдання повинен бути виконаний етап розробки, узгодження і затвердження технічного завдання.

На стадії робочого проектування повинен бути виконаний наведений нижче перелік робіт:

1. розробка програми;
2. тестування програми;
3. дослідження програми;
4. розробка програмної документації.

На стадії впровадження виконується передача програми кінцевому замовнику.

* 1. Зміст роботи по етапам

На етапі розробки технічного завдання повинні бути виконані наступні роботи:

1. постановка задачі;
2. визначення і уточнення вимог до технічних засобів;
3. визначення вимог до програми;
4. визначення стадій, етапів і строків розробки програми та документації на неї;
5. вибір мов програмування;
6. узгодження та затвердження технічного завдання.

На етапі розробки програми повинні бути виконані роботи по програмуванню і налагодженню програми.

На етапі тестування повинні бути виконані роботи по тестуванню усіх основних синтаксичних конструкцій мови програмування, що інтерпретується, в обох режимах роботи програми: режимі інтерпретації файлу та режимі REPL.

На етапі досліджень програми повинні бути виконані наведені нижче види робіт:

1. розробка, узгодження і затвердження програми і методик дослідження;
2. проведення досліджень;
3. коригування програми і програмної документації по результатам досліджень.

На етапі розробки програмної документації повинна бути виконана розробка програмних документів.

На етапі підготовки та передачі програми повинна бути виконана робота по підготовці та передачі програми і програмної документації в експлуатацію на об’єктах кафедри АСОІУ.

1. порядок контролю і прийому
   1. Види досліджень

Приймально-здавальні випробування програмного продукту мають проводитися згідно з розробленою виконавцем і узгодженою із замовником “Програмою та методикою випробувань” на об’єкті замовника.

* 1. Загальні вимоги до прийняття роботи

На основі проведених досліджень Виконавець спільно з Замовником підписують Акт прийому-здачі програми в експлуатацію.

**Пояснювальна записка  
до курсової роботи**
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|  |  |
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вступ

Дана робота присвячена розробці програмного забезпечення для інтерпретації коду, написаного на розробленій мові програмування (граматику розробленої мови у формі Бекуса-Наура надано у додатку Б).

Призначенням роботи є надання можливості написання коду на розробленій мові програмування, що дозволяє швидше виконувати операції з векторами та матрицями. Метою даної роботи є набуття навичок у розробці системного програмного забезпечення, зокрема – інтерпретаторів.

Інтерпретатор повинен працювати у двох режимах: режимі інтерпретування цілого файлу з кодом і режимі інтерактивної інтерпретації read-eval-print loop (далі - REPL). Режим роботи вибирається користувачем самостійно. У випадку вибору першого режиму, користувач передає програмі шлях до файлу з кодом, який необхідно виконати. Якщо ж вибрано режим REPL, код вводиться у програму пооператорно та одразу виконується. Робота з програмою продовжується доти, доки користувач не забажає її завершити.

У випадку, коли код написано безпомилково, програма його виконає. Якщо у коді наявні лексичні або синтаксичні помилки, після першої ж помилки програма завершить свою роботу і видасть при цьому повідомлення, що містить інформацію про тип помилки (лексична або синтаксична).

Програмне забезпечення може використовуватися студентами технічних спеціальностей, а також інженерами у їх професійній діяльності.

# постановка задачі

Розробити програмне забезпечення для інтерпретації коду програми, написаної на розробленій мові програмування. Реалізувати два режими роботи програми: режим інтерпретування цілого файлу з кодом і режим REPL.

У випадку, коли вибрано режим інтерпретування файлу, вхідними даними до програми є шлях до файлу з кодом, написаному на розробленій мові програмування. У випадку, коли вибрано режим REPL, вхідними даними до програми є оператори мови програмування, які вводяться до програми один за одним.

Вихідними даними для програми є результат виконання переданого коду, у випадку, коли він не містить лексичних та синтаксичних помилок. Якщо ж код, переданий по програми, містить лексичні та/або синтаксичні помилки, вихідними даними для програми є результат виконання коду, який передує першій помилці, а після нього – інформація про помилку.

Перший режим роботи програми (режим інтерпретування файлу) повинен бути реалізованим наступним чином: програма повинна запускатися із командного рядка системи, приймаючи першим і єдиним параметром шлях до файлу з кодом.

Другий режим роботи програми (режим REPL) повинен бути реалізованим наступним чином. Програма повинна запускатися із командного рядка системи, не приймаючи жодного параметра. Після запуску, програма повинна видати повідомлення, що містить мінімальну інструкцію користувача і пропозицію ввести перший оператор коду. Після того, як введено черговий оператор, програма повинна проінтерпретувати та виконати його, після чого вивести результати виконання оператора, якщо вони присутні, і повідомлення, яке свідчить про готовність до прийому наступного оператора. У випадку, коли оператор містить лексичну або синтаксичну помилку, програма повинна видати відповідне повідомлення і пропозицію ввести наступний оператор програми. Після введення даних, які сигналізують про бажання завершити роботу з програмою, програма повинна завершити свою роботу.

# викладення використовуваних методів

## Основні поняття

Для того, щоб мати можливість писати програми власною мовою програмування, слід мати програмне забезпечення, яке б виконувало переклад програм із розробленої мови на одну із існуючих. Таке програмне забезпечення називають трансляторами.

Транслятор – це програма, яка перекладає програму з початкової мови на еквівалентну їй програму на кінцевій мові. Цей процес перекладу називають трансляцією програми. Розрізняють два варіанти трансляції: компіляція та інтерпретація. Компіляція – це автоматичний переклад всього тексту програми в машинний код і формування об’єктного модуля, який згодом може бути виконаний самостійно. Паралельно здійснюється синтаксичний контроль програми в цілому. Компіляція коду здійснюється програмою, яку називають компілятором. На процесі інтерпретації коду зупинимося детальніше.

Інтерпретація коду програми являє собою пооператорний переклад і виконання команд програми до першої помилки. Інтерпретація коду здійснюється програмою, яку називають інтерпретатором. Інтерпретатор отримує код, написаний на вхідній мові, аналізує його і потім виконує.

Процес інтерпретації коду складається з чотирьох етапів: лексичний аналіз, синтаксичний аналіз, контроль типів і генерація коду. Розглянемо детальніше ці етапи.

## Лексичний аналіз

Лексичний аналіз – це процес перетворення вхідного тексту програми, який складається з послідовності символів, на послідовність токенів. Лексичний аналіз виконується частиною інтерпретатора, що має назву лексичного аналізатора.

Токен – це шаблон, що визначає тип групи лексем. Існує два види токенів: ті, що не містять додаткової інформації (наприклад, знаки операцій, такі як «+», «-» тощо, ключові слова програми та інші) і ті, що потребують додаткової інформації (наприклад, токен «число» повинен містити інформацію про значення числа). Також існує токен, що позначає кінець програми. Він поміщається у кінець отриманої послідовності токенів після того, як лексичний аналіз програми завершено.

Вхідними даними для лексичного аналізатора є послідовність символів коду вхідної програми. Лексичний аналізатор посимвольно аналізує цю послідовність і виділяє в ній токени. Пробіли, символи переходу на новий рядок, повернення каретки та табуляції ігноруються. У випадку, коли токен сформувати неможливо (наприклад, ім’я змінної починається з цифри або ж незакриті лапки), робиться висновок про те, що вхідний код програми містить лексичну помилку.

На виході лексичного аналізатора, у випадку коли код програми не містить лексичних помилок, формується масив токенів, які було виділено із вхідної послідовності символів. Далі цей масив токенів подається на вхід синтаксичному аналізатору.

## Синтаксичний аналіз

Основним етапом інтерпретації програми є синтаксичний аналіз. Синтаксичний аналіз – це процес аналізу отриманих токенів з метою розбору граматичної структури тексту програми у відповідністю із заданою формальною граматикою. Синтаксичний аналіз виконується частиною інтерпретатора, що має назву синтаксичного аналізатора.

До основних функцій синтаксичного аналізатора відносять:

1. знаходження і виділення синтаксичних конструкцій у вхідному масиві токенів;
2. встановлення типу і перевірка правильності кожної синтаксичної конструкції;
3. представлення синтаксичних конструкцій у вигляді, зручному для подальшого їх виконання.

Вхідними даними для синтаксичного аналізатора є послідовність токенів, які було виокремлено з коду програми на етапі лексичного аналізу.

Синтаксичний аналізатор працює наступним чином. Із вхідної послідовності токенів синтаксичний аналізатор відбирає стільки, скільки необхідно для утворення логічно зв’язаного фрагмента. Це реалізується за допомогою алгоритму рекурсивного спуску, який буде подано у розділі 3. Якщо синтаксичну конструкцію розпізнано, синтаксичний аналізатор формує синтаксичне дерево оператора. Якщо ж структуру не розпізнано, тобто вона не підпала під жодне правило граматики, робиться висновок, що код містить синтаксичну помилку. До синтаксичних помилок відносять, наприклад, відсутність крапки з комою в кінці оператора, відсутність другого операнду після знаку бінарної операції «+» тощо.

Синтаксичне дерево оператора – це структура, яка дозволяє інтерпретатору розібратися в логіці програми. Це дерево містить у своїх вузлах, що не є листям, нетермінали граматики. Листя дерева містить термінали. Термінали – це мінімальні елементи граматики, що не мають власної граматичної структури (наприклад, число, ключове слово тощо). Нетермінали – це елементи граматики, що мають власні імена та структуру і складаються з терміналів і/або нетерміналів, поєднання яких визначається правилами граматики.

Вихідними даними для синтаксичного аналізатора є висновок про те, чи містить код програми синтаксичні помилки, і у випадку, якщо вони відсутні, - синтаксичне дерево оператора.

## Контроль типів і генерація коду

Після того, як було проведено синтаксичний аналіз коду і побудовано синтаксичне дерево, відбувається наступний етап інтерпретації програми – контроль типів, що являє собою перевірку узгодженості згрупованих лексем. На цьому етапі інтерпретатор перевіряє зміст як окремих лексем, так і їх груп. У випадку, якщо в якомусь місці програми присутня невідповідність типів (наприклад, ділення матриці на матрицю), видається повідомлення про синтаксичну помилку.

Після того, як проведено контроль типів, відбувається процес генерації коду, що являє собою формування команд на кінцевій мові програмування (у даній курсовій роботі – С++) з подальшим їх виконанням. Механізм реалізації генерації коду наступний: інтерпретатор виконує обхід синтаксичного дерева оператора, витягує з нього лексеми і виконує потрібну операцію.

# опис алгоритму

## Загальний алгоритм

Розглянемо загальний алгоритм виконання інтерпретації коду.

1. ПОЧАТОК
2. ЯКЩО вибрано режим зчитування з файлу, ТО
   1. Зчитування коду з файлу в рядок
   2. ЯКЩО помилка при зчитування, ТО
      1. Виведення повідомлення про помилку зчитування
      2. Перехід до п. 8
3. ІНАКШЕ
   1. Виведення повідомлення з короткою інструкцією та пропозицією ввести перший оператор програми
   2. ЯКЩО зчитано команду завершення роботи з інтерпретатором (finish), ТО перехід до п. 9
   3. Зчитування введеного оператора і занесення його в рядок
4. Лексичний аналіз рядка з кодом
   1. ЯКЩО лексична помилка, ТО
      1. Виведення повідомлення про лексичну помилку
      2. Перехід до п. 8
5. Синтаксичний аналіз коду
   1. ЯКЩО синтаксична помилка, ТО
      1. Виведення повідомлення про синтаксичну помилку
      2. Перехід до п. 8
6. Контроль типів
   1. ЯКЩО помилка типів, ТО
      1. Виведення повідомлення про синтаксичну помилку
      2. Перехід до п. 8
7. Виконання коду
8. ЯКЩО було обрано режим REPL, ТО
   1. Перехід до п. 3
9. КІНЕЦЬ

## Алгоритм лексичного аналізу

1. ПОЧАТОК
2. Зчитування токена
   1. Зчитування символа
   2. ЯКЩО зчитано символ закінчення рядка, ТО
      1. Формування токену кінця програми
      2. Перехід до п. 3
   3. ЯКЩО зчитано один із символів: « », «\n», «\t», ТО
      1. Перехід до п. 2.1
   4. ЯКЩО зчитано лапки, ТО
      1. Зчитування символів доти, доки не будуть зчитані лапки
      2. ЯКЩО зчитано символ закінчення рядка, ТО
         1. Перехід до п. 2.9
      3. Формування токену «текст»
      4. Перехід до п. 3
   5. ЯКЩО зчитано односимвольний токен, ТО
      1. Формування відповідного токену
      2. Перехід до п. 3
   6. Сформувати рядок, додати туди символ
   7. ПОКИ символ є цифрою, літерою, символами «\_» або «.»
      1. Зчитати символ та додати його в рядок
   8. ЯКЩО отриманий рядок є токеном, ТО
      1. Формування відповідного токену
      2. Перехід до п. 3
   9. Формування токену «помилка»
3. ЯКЩО отримано токен кінця програми, ТО
   1. Закінчення лексичного аналізу. Повернення масиву токенів
4. ЯКЩО отримано токен «помилка», ТО
   1. Закінчення лексичного аналізу. Повернення пустого масиву
5. Занесення токену в масив
6. Перехід до п. 2

## Алгоритм синтаксичного аналізу

За основу алгоритму синтаксичного аналізу взято алгоритм рекурсивного спуску, який наведено нижче.

1. ПОЧАТОК
2. Зчитування токена із масиву
3. ДЛЯ КОЖНОГО правила граматики, що задає оператор, ВИКОНАТИ
   1. Запустити метод перевірки, чи відповідає конструкція даному правилу граматики
      1. Виклик методів, які відповідають правилам граматики щодо даного оператора. Якщо один із методів зустрів неочікуваний токен, повернення помилки. Якщо ж усі методи зчитали очікувані токени, то сформувати оператор.
         1. ЯКЩО один із методів зустрів неочікуваний токен, ТО повернути помилку
         2. Після безпомилкового виклику методу додати вузол у синтаксичне дерево
      2. ЯКЩО оператор сформовано, ТО
         1. Перехід до п. 5
4. ЯКЩО конструкція не відповідає жодному правилу граматики, ТО
   1. Завершення синтаксичного аналізу. Виведення повідомлення про синтаксичну помилку.
5. ЯКЩО не було зчитано токен кінця програми, ТО
   1. Перехід до п. 2
6. КІНЕЦЬ

## Алгоритм контролю типів

1. ПОЧАТОК
2. Отримання дерева синтаксичного розбору оператора
3. ДЛЯ КОЖНОГО вузла дерева ВИКОНАТИ
   1. ЯКЩО тип токена не відповідає типу, який може знаходитися у даному місці дерева за правилом граматики даного оператора, ТО
      1. Завершення контролю типів. Виведення повідомлення про синтаксичну помилку
4. КІНЕЦЬ

# опис програмного забезпечення

## Опис діаграми класів програмного забезпечення

Програмний додаток містить головний файл, 10 заголовних файлів та 7 файлів реалізації. У програмі міститься 26 класів, із яких 19 – членів ієрархії класів правил граматики для побудови синтаксичного дерева.

Для зручності діаграму класів розбито на три частини. Першу частину діаграми, на якій містяться робочі класи, зображено на рисунку 4.1. Другу частину діаграми, на якій міститься ієрархія класів операторів мови програмування, зображено на рисунку 4.2. Третю частину діаграми, на якій міститься ієрархія класів виразів мови програмування, зображено на рисунку 4.3.
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Рисунок 4.1 – UML-діаграма робочих класів
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Рисунок 4.2 - UML-діаграма класів операторів мови програмування
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Рисунок 4.3 - UML-діаграма класів виразів мови програмування

## Опис класів та їх методів

Опис користувацьких класів програмного забезпечення та їх методів наведено у таблиці 4.1.

Опис стандартних класів та їх методів наведено у таблиці 4.2.

Таблиця 4.1 – Опис користувацьких класів та методів

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| № п/п | Назва класу | Назва функції | Призначення функції | Опис вхідних параметрів | Опис вихідних параметрів | Заголовний файл |
| 1 | Lexer | setInput | Задання коду, лексичний аналіз якого необхідно виконати | String input – рядок, який містить код | Функція не повертає результату | Lexer.h |
| 2 | Lexer | convert | Виконання лексичного аналізу. Формування масиву токенів | Відсутні | Повертає vector<Token> - масив токенів, виокремлених з тексту коду. В разі лексичної помилки повертається пустий масив | Lexer.h |

Продовження таблиці 4.1

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| № п/п | Назва класу | Назва функції | Призначення функції | Опис вхідних параметрів | Опис вихідних параметрів | Заголовний файл |
| 3 | Lexer | readToken | Зчитування наступного токена | Відсутні | Повертає Token – наступний зчитаний токен | Lexer.h |
| 4 | Lexer | readSymbol | Зчитування наступного символа | Відсутні | Відсутні | Lexer.h |
| 5 | Lexer | identifyToken | Визначення, чи є послідовність символів токено. Якщо так – визначення типу токена | Token &token – токен, який буде отримано в результаті впізнання  string value – послідовність символів, в якій необхідно впізнати токен | Повертає значення bool. True, якщо токен впізнано і false – якщо ні. | Lexer.h |

Продовження таблиці 4.1

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| № п/п | Назва класу | Назва функції | Призначення функції | Опис вхідних параметрів | Опис вихідних параметрів | Заголовний файл |
| 6 | Lexer | isNumber | Визначення, чи є послідовність символів дійсним числом | string line – послідовність символів, в якій треба впізнати число | Повертає значення bool. True, якщо число впізнано і false – якщо ні. | Lexer.h |
| 7 | Lexer | isDigit | Визначення, чи є символ цифрою | char symbol – Символ, в якому треба впізнати цифру | Повертає значення bool. True, якщо символ є цифрою і false – якщо ні. | Lexer.h |
| 8 | Lexer | isName | Визначення, чи є послідовність символів іменем | string line – послідовність символів, в якій треба впізнати ім’я | Повертає значення bool. True, якщо рядок є іменем і false – якщо ні. | Lexer.h |

Продовження таблиці 4.1

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| № п/п | Назва класу | Назва функції | Призначення функції | Опис вхідних параметрів | Опис вихідних параметрів | Заголовний файл |
| 9 | Lexer | isLetter | Визначення, чи є символ літерою | char symbol – Символ, в якому треба впізнати літеру | Повертає значення bool. True, якщо символ є літерою і false – якщо ні. | Lexer.h |
| 10 | Token | setType | Встановлення типу токена | Type type – новий тип токена | Функція не повертає результату | Token.h |
| 11 | Token | setValue | Встановлення значення токена | string value – нове значення токена | Функція не повертає результату | Token.h |
| 12 | Token | getType | Повертання типу токена | Відсутні | Повертає значення Type – тип токена | Token.h |
| 13 | Token | getValue | Повертання значення токена | Відсутні | Повертає значення string – значення токена | Token.h |

Продовження таблиці 4.1

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| № п/п | Назва класу | Назва функції | Призначення функції | Опис вхідних параметрів | Опис вихідних параметрів | Заголовний файл |
| 14 | Parser | setTokens | Встановлення масиву токенів для аналізу | vector<Token> tokens – новий масив токенів | Функція не повертає результату | Parser.h |
| 15 | Parser | addTokens | Доповнення масиву токенів новим масивом | vector<Token> tokens – новий масив токенів | Функція не повертає результату | Parser.h |
| 16 | Parser | analize | Виконання синтаксичного аналізу коду | Відсутні | Функція не повертає результату | Parser.h |
| 17 | Parser | addToTable | Додання нової змінної в таблицю імен | string name – ім’я змінної, VariableData \*data – значення змінної.  bool isParam – чи є змінна параметром | Повертає значення типу bool. True – якщо операція виконана, false – якщо змінна вже існує | Parser.h |

Продовження таблиці 4.1

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| № п/п | Назва класу | Назва функції | Призначення функції | Опис вхідних параметрів | Опис вихідних параметрів | Заголовний файл |
| 18 | Parser | changeValueByKee | Зміна значення змінної | string name – ім’я змінної. VariableData \*newData – нове значення змінної. | Повертає значення типу bool. True – якщо операція виконана, false – якщо помилка | Parser.h |
| 19 | Parser | getValueByKee | Отримання значення змінної з таблиці імен | string name – ім’я змінної | Повертає значення типу VariableData – значення змінної. Якщо змінна відсутня в таблиці, повертається nullptr | Parser.h |
| 20 | Parser | ruleBlock | Перевірка, чи є наступна послідовність токенів блоком | vector<NTOperator\*> &operators – масив оператов блоку, який необхідно заповнити. | Повертає значення типу bool. True – якщо послідовність токенів є блоком, false – якщо ні | Parser.h |

Продовження таблиці 4.1

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| № п/п | Назва класу | Назва функції | Призначення функції | Опис вхідних параметрів | Опис вихідних параметрів | Заголовний файл |
| 21 | Parser | ruleOperator | Виокремлення оператора з наступної послідовності токенів | Відсутні | Повертає значення типу NTOperator\* - виокремлений оператор. Якщо послідовність токенів не є оператором, повертається nullptr | Parser.h |
| 22 | Parser | ruleDeclare | Виокремлення оператора оголошення змінної з наступної послідовності токенів | Відсутні | Повертає значення типу NTOperator\* - виокремлений оператор. Якщо послідовність токенів не є оператором оголощення, повертається nullptr | Parser.h |
| 23 | Parser | ruleAssign | Виокремлення оператора присвоєння змінної з наступної послідовності токенів | Відсутні | Повертає значення типу NTOperator\* - виокремлений оператор. Якщо послідовність токенів не є оператором присвоєння, повертається nullptr | Parser.h |

Продовження таблиці 4.1

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| № п/п | Назва класу | Назва функції | Призначення функції | Опис вхідних параметрів | Опис вихідних параметрів | Заголовний файл |
| 24 | Parser | ruleExpression | Виокремлення виразу з наступної послідовності токенів | Відсутні | Повертає значення типу NTExpression\* - виокремлений вираз. Якщо послідовність токенів не є виразом, повертається nullptr | Parser.h |
| 25 | Parser | ruleOutput | Виокремлення оператора виведення з наступної послідовності токенів | Відсутні | Повертає значення типу NTOperator\* - виокремлений оператор. Якщо послідовність токенів не є оператором виведення, повертається nullptr | Parser.h |
| 26 | Parser | ruleCondition | Виокремлення умовного оператора з наступної послідовності токенів | Відсутні | Повертає значення типу NTOperator\* - виокремлений оператор. Якщо послідовність токенів не є умовним оператором, повертається nullptr | Parser.h |

Продовження таблиці 4.1

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| № п/п | Назва класу | Назва функції | Призначення функції | Опис вхідних параметрів | Опис вихідних параметрів | Заголовний файл |
| 27 | Parser | ruleFunc | Виокремлення оператора оголошення функції з наступної послідовності токенів | Відсутні | Повертає значення типу NTOperator\* - виокремлений оператор. Якщо послідовність токенів не є оператором оголошення функції, повертається nullptr | Parser.h |
| 28 | Parser | ruleModule | Виокремлення оператора підключення модуля з наступної послідовності токенів | Відсутні | Повертає значення типу NTOperator\* - виокремлений оператор. Якщо послідовність токенів не є оператором підключення модуля, повертається nullptr | Parser.h |
| 29 | Parser | ruleVoidFuncCall | Виокремлення оператора виклику функції з наступної послідовності токенів | Відсутні | Повертає значення типу NTOperator\* - виокремлений оператор. Якщо послідовність токенів не є оператором виклику функції, повертається nullptr | Parser.h |

Продовження таблиці 4.1

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| № п/п | Назва класу | Назва функції | Призначення функції | Опис вхідних параметрів | Опис вихідних параметрів | Заголовний файл |
| 30 | NTOperator | execute | Виконання оператора | Відсутні | Повертає значення типу bool. True – якщо оператор виконано безпомилково, false – якщо ні | SyntaxTree.h |
| 31 | NTDeclare | execute | Виконання оператора оголошення змінної | Відсутні | Повертає значення типу bool. True – якщо оператор виконано безпомилково, false – якщо ні | SyntaxTree.h |
| 32 | NTAssign | execute | Виконання оператора присвоєння | Відсутні | Повертає значення типу bool. True – якщо оператор виконано безпомилково, false – якщо ні | SyntaxTree.h |
| 33 | NTOutput | execute | Виконання оператора виведення | Відсутні | Повертає значення типу bool. True – якщо оператор виконано безпомилково, false – якщо ні | SyntaxTree.h |

Продовження таблиці 4.1

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| № п/п | Назва класу | Назва функції | Призначення функції | Опис вхідних параметрів | Опис вихідних параметрів | Заголовний файл |
| 34 | NTCondition | execute | Виконання умовного оператора | Відсутні | Повертає значення типу bool. True – якщо оператор виконано безпомилково, false – якщо ні | SyntaxTree.h |
| 35 | NTFunc | execute | Виконання оператора оголошення функції | Відсутні | Повертає значення типу bool. True – якщо оператор виконано безпомилково, false – якщо ні | SyntaxTree.h |
| 36 | NTModule | execute | Виконання оператора підключення модуля | Відсутні | Повертає значення типу bool. True – якщо оператор виконано безпомилково, false – якщо ні | SyntaxTree.h |
| 37 | NTVoidFuncCall | execute | Виконання оператора виклику функції | Відсутні | Повертає значення типу bool. True – якщо оператор виконано безпомилково, false – якщо ні | SyntaxTree.h |

Продовження таблиці 4.1

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| № п/п | Назва класу | Назва функції | Призначення функції | Опис вхідних параметрів | Опис вихідних параметрів | Заголовний файл |
| 38 | FuncNameTable | addParam | Додання параметра до таблиці імен функціі | string kee – ім’я параметра.  VariableData \*data – значення параметра | Повертає значення типу bool. True – якщо параметр додано успішно, false – якщо ні | FuncNameTable.h |
| 39 | FuncNameTable | addLocalVar | Додання локальної змінної до таблиці імен функціі | string kee – ім’я змінної.  VariableData \*data – значення змінної | Повертає значення типу bool. True – якщо змінну додано успішно, false – якщо ні | FuncNameTable.h |

Продовження таблиці 4.1

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| № п/п | Назва класу | Назва функції | Призначення функції | Опис вхідних параметрів | Опис вихідних параметрів | Заголовний файл |
| 40 | FuncNameTable | getParam | Отримання параметра з таблиці імен функціі | string kee – ім’я параметра. | Повертає значення типу  VariableData\* – значення параметра | FuncNameTable.h |
| 41 | FuncNameTable | getLocalVar | Отримання локальної змінної з таблиці імен функціі | string kee – ім’я змінної. | Повертає значення типу  VariableData\* – значення змінної | FuncNameTable.h |
| 42 | FuncNameTable | changeLocalVar | Зміна значення локальної змінної в таблиці імен функціі | string kee – ім’я змінної.  VariableData \*newData – значення змінної | Повертає значення типу bool. True – якщо змінну змінено успішно, false – якщо ні | FuncNameTable.h |

Продовження таблиці 4.1

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| № п/п | Назва класу | Назва функції | Призначення функції | Опис вхідних параметрів | Опис вихідних параметрів | Заголовний файл |
| 43 | StandardMethods | checkFuncName | Перевірка, чи є рядок викликом стандартної функції | string \_name – рядок, який необхідно перевірити | Повертає значення типу STANDARD\_FUNC\_NAME – стандартний метод, який викликає функція. Якщо рядок не є викликом стандартного методу, повертається NONE | StandardMethods.h |
| 44 | StandardMethods | findFuncValue | Знаходження результату стандартної функції | STANDARD\_FUNC\_NAME name – ім’я метода. vector<VariableData\*> params – список параметрів | Повертає значення типу VariableData\* - результат виконання методу | StandardMethods.h |

Продовження таблиці 4.1

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| № п/п | Назва класу | Назва функції | Призначення функції | Опис вхідних параметрів | Опис вихідних параметрів | Заголовний файл |
| 45 | StandardMethods | standard\_Det | Знаходження визначника матриці | vector<vector<double>> matrix – матриця. | Повертає значення типу double – визначник матриці | StandardMethods.h |
| 46 | StandardMethods | standard\_Solve | Знаходження розв’язку СЛАР | vector<vector<double>> matrix – матриця.  vector<double> freeMembers – стовпець вільних членів | Повертає значення типу vector<double> – розв’язок системи | StandardMethods.h |

Продовження таблиці 4.1

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| № п/п | Назва класу | Назва функції | Призначення функції | Опис вхідних параметрів | Опис вихідних параметрів | Заголовний файл |
| 47 | StandardMethods | standard\_Transpose | Транспонування матриці | vector<vector<double>> matrix – матриця. | Повертає значення типу vector<vector<double>> – відтранспонована матриця | StandardMethods.h |
| 48 | StandardMethods | standard\_Invert | Знаходження оберненої матриці | vector<vector<double>> matrix – матриця. | Повертає значення типу vector<vector<double>> – обернена матриця | StandardMethods.h |

Продовження таблиці 4.1

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| № п/п | Назва класу | Назва функції | Призначення функції | Опис вхідних параметрів | Опис вихідних параметрів | Заголовний файл |
| 49 | StandardMethods | makeTriangleMatrix | Зведення матриці до трикутного вигляду | vector<vector<double>> matrix – матриця. bool &isSignChanged – відслідковування того, чи потрібно змінювати знак визначника | Повертає значення типу vector<vector<double>> – трикутна матриця | StandardMethods.h |

Таблиця 4.2 – Опис стандартних класів та методів

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| № п/п | Назва класу | Назва функції | Призначення функції | Опис вхідних параметрів | Опис вихідних параметрів | Заголовний файл |
| 1 |  | getline | Зчитування інформації із потоку | istream &is – поток зчитування. String &str – рядок, у який відбувається зчитування | Функція повертає значення типу istream & - поток зчитування | string |
| 2 | vector | clear | Очищення масиву | Відсутні | Функція не повертає результату | vector |
| 3 | vector | push\_back | Вставка елементу в кінець масиву | T element – елемент для вставки (тип співпадає з типом вектора) | Функція не повертає результату | vector |
| 4 | vector | empty | Перевірка, чи є масив порожнім | Відсутні | Функція повертає результат типу bool. True, якщо масив порожній, False – якщо ні | vector |

Продовження таблиці 4.2

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| № п/п | Назва класу | Назва функції | Призначення функції | Опис вхідних параметрів | Опис вихідних параметрів | Заголовний файл |
| 5 | map | insert | Вставка елементу в хеш-таблицю | pair<T1, T2> element – пара елементів для вставки (типи співпадають з типами хеш-таблиці) | Функція не повертає результату | map |
| 6 | map | count | Визначення кількості елементів хеш-таблиці із заданим ключем | T kee –елемент для перевірки (тип співпадає з типом ключа хеш-таблиці) | Функція повертає результат типу int – кількість елементів таблиці із заданим ключем | map |

# тестування програмного забезпечення

## План тестування

Для перевірки працездатності програмного забезпечення було проведено його тестування. Програмне забезпечення повинне правильно обробляти вхідні дані, в разі їх некоректності сповіщати про це користувача. Програма повинна адекватно реагувати на введення некоректного шляху до файлу з кодом. В разі введення коду, який містить лексичну помилку, програма повинна сповіщати про це користувача. В разі введення коду, який містить синтаксичну помилку, програма повинна сповіщати про це користувача. Також програма повинна коректно обробляти усі нештатні ситуації, які можуть виникнути в ході обрахунків, наприклад, ділення на нуль, знаходження визначника неквадратної матриці тощо.

План тестування програмного забезпечення на відповідність усім вищесказаним вимогах наведено нижче.

1. Тестування при введенні некоректного шляху до файлу з кодом
2. Тестування при наявності в коді лексичних та синтаксичних помилок
   1. Тестування при наявності в коді лексичної помилки
   2. Тестування при наявності в коді синтаксичної помилки
3. Тестування при наявності в коді недозволених операцій
   1. Тестування при наявності в коді некоректного присвоювання
   2. Тестування при наявності в коді ділення на нуль
4. Тестування коректності роботи арифметичних та логічних операцій
   1. Тестування операції піднесення до степеню
   2. Тестування логічної операції «дорівнює»

## Приклади тестування

Тестування програмного забезпечення було проведено згідно з планом, наведеним у п. 5.1. В ході тестування було отримано наступні результати.

### Тестування при введенні некоректного шляху до файлу з кодом

Після введення шляху до неіснуючого файлу було отримано повідомлення, яке зображено на рисунку 5.1.

Результати тестування при введенні некоректного шляху до файлу з кодом наведено у таблиці 5.1.

Таблиця 5.1 – Приклад роботи програми при введенні некоректних значень

|  |  |
| --- | --- |
| Мета тесту | Перевірити можливість введення некоректного шляху до файлу з кодом |
| Початковий стан програми | Програму не запущено |
| Вхідні дані | D:\nonexistent.txt |
| Схема проведення тесту | Введення некоректного шляху до файлу з кодом |
| Очікуваний результат | Повідомлення про помилку  зчитування з файлу |
| Стан програми після проведення випробувань | Видано помилку «Файл не існує» |

![](data:image/png;base64,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)

Рисунок 5.1 - Тестування при введенні некоректного шляху до файлу з кодом

### Тестування при наявності в коді лексичних та синтаксичних помилок

Після спроби проінтерпретувати код, який містить лексичну помилку, було отримано результат, який зображено на рисунку 5.2.

Після спроби проінтерпретувати код, який містить синтаксичну помилку, було отримано результат, який зображено на рисунку 5.3.

Результати тестування при наявності в коді лексичних та синтаксичних помилок наведено у таблиці 5.2.

Таблиця 5.2 – Приклад роботи програми при наявності в коді лексичних та синтаксичних помилок

|  |  |
| --- | --- |
| Мета тесту | Перевірити можливість інтерпретування коду з лексичними та синтаксичними помилками |
| Початковий стан програми | Робоча програма |
| Вхідні дані | num 6abc;  num abc |
| Схема проведення тесту | Введення коду, що містить лексичну помилку.  Введення коду, що містить синтаксичну помилку. |
| Очікуваний результат | Повідомлення про лексичну помилку.  Повідомлення про лексичну помилку. |
| Стан програми після проведення випробувань | Видано помилку «Лексична помилка».  Видано помилку «Синтаксична помилка». |
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Рисунок 5.2 - Тестування при введенні коду з лексичною помилкою

![](data:image/png;base64,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)

Рисунок 5.3 - Тестування при введенні коду з синтаксичною помилкою

### Тестування при наявності в коді недозволених операцій

Після спроби проінтерпретувати код, який містить некоректне присвоєння, було отримано результат, який зображено на рисунку 5.4.

Після спроби проінтерпретувати код, який містить ділення на нуль, було отримано результат, який зображено на рисунку 5.5.

Результати тестування при наявності в коді недозволених операцій наведено у таблиці 5.3.

Таблиця 5.3 – Приклад роботи програми при наявності в коді недозволених операцій

|  |  |
| --- | --- |
| Мета тесту | Перевірити можливість інтерпретування коду з недозволеними операції |
| Початковий стан програми | Робоча програма |
| Вхідні дані | num number; vector vec;  number = 5; vec = number;  number = 5 / 0; |
| Схема проведення тесту | Введення коду, що містить некоретне присвоєння.  Введення коду, що містить ділення на нуль. |
| Очікуваний результат | Повідомлення про синтаксичну помилку |
| Стан програми після проведення випробувань | Видано помилку «Синтаксична помилка». |
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Рисунок 5.4 - Тестування при введенні коду з некоректним присвоєнням
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Рисунок 5.5 - Тестування при введенні коду з діленням на нуль

### Тестування коректності роботи арифметичних та логічних операцій

Після спроби проінтерпретувати код, який містить операцію піднесення до степеню, було отримано результат, який зображено на рисунку 5.6.

Після спроби проінтерпретувати код, який містить логічну операцію «дорівнює», було отримано результат, який зображено на рисунку 5.7.

Результати тестування при наявності в коді недозволених операцій наведено у таблиці 5.4.

Таблиця 5.4 – Приклад роботи програми при наявності в коді недозволених операцій

|  |  |
| --- | --- |
| Мета тесту | Перевірити правильність інтерпретування арифметичних та логічних операцій |
| Початковий стан програми | Робоча програма |
| Вхідні дані | num number; number = 5 ^ 2;  console(number);  if (number : 25) {  console(‘Correct’);  } |
| Схема проведення тесту | Введення коду, що містить арифметичні та логічні операції |
| Очікуваний результат | 25 Correct |
| Стан програми після проведення випробувань | Виведено «25 Correct» |
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Рисунок 5.6 - Тестування при введенні коду з некоректним присвоєнням
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Рисунок 5.7 - Тестування при введенні коду з некоректним присвоєнням

# інструкція користувача

## Призначення програми

Головним призначення програми є інтерпретування коду, написаного на розробленій мові програмування. Програму можна використовувати для того, щоб писати програми, у яких необхідно часто виконувати операції над векторами та матрицями. Адже розроблена мова програмування має спрощену систему команд, орієнтовану на роботу з матрицями та векторами, а також набір стандартних методів для їх обробки.

## Вимоги до системи

* Операційна система: Windows 7 або новіша
* RAM: 2 Gb або більше
* Вільне місце на диску: 5 Gb або більше
* Процесор: Intel Pentium 1.6 GHz або кращий
* Дисплей: 1024 x 768 або більший

## Інструкція по користуванню програмою

Програма складається з одного файлу CW\_Interpretator.exe розміром 108 Кб.

Програма може працювати у двох режимах: режимі інтерпретування цілого файлу з кодом і режимі інтерактивного інтерпретування read-eval-print loop (REPL).

Для того, щоб запустити програму в першому режимі, треба в командному рядку системи прописати повний шлях до файлу CW\_Interpretator.exe і після цього прописати шлях до файлу з кодом і натиснути Enter. Після цього в консоль буде виведено результат інтерпретування коду. Приклад використання програми у такому режимі зображено на рисунку 6.1.
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Рисунок 6.1 – Використання програми в режимі інтерпретування цілого файлу

Для того, щоб запустити програму в режимі REPL, треба в командному рядку системи прописати повний шлях до файлу CW\_Interpretator.exe і натиснути Enter. Після цього в консоль буде виведено мінімальну інструкцію користувача і пропозиція ввести перший оператор програми, що продемонстровано на рисунку 6.2.
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Рисунок 6.2 – Запуск програми в режимі REPL

Далі слід ввести оператор мови програмування і натиснути Enter. Буде виведено результат інтерпретування введеного оператора і після нього слово «Done». Далі можна продовжувати вводити оператори таким чином. Коли роботу з програмою слід буде завершити, слід прописати слово «finish» і натиснути Enter, після чого робота програми буде закінчена. Приклад роботи з програмою наведено на рисунку 6.3.

![](data:image/png;base64,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)

Рисунок 6.3 – Запуск програми в режимі REPL

висновки

На етапі підготовки до написання курсової роботи були детально розглянуті та вивчені усі аспекти написання інтерпретатора, найбільш ретельно – методи написання синтаксичних аналізаторів, способи зберігання введених даних про змінні, а також способи побудови синтаксичних дерев розбору.

Наступним етапом було проектування програми, під час чого було створено ієрархію класів для зберігання синтаксичних конструкцій, які були виокремлені з коду вхідної програми після проведення синтаксичного аналізу.

Після цього було проведено програмну реалізацію вивчених аспектів, перевірку їх працездатності при різних вхідних даних. Після завершення написання програми було проведено її тестування та перевірка правильності роботи. Було встановлено, що програма коректно обробляє будь-які вхідні дані.

У ході виконання курсової роботи було ретельно вивчено основні аспекти написання інтерпретаторів. Було розроблено програмне забезпечення, яке дає змогу розробляти та інтерпретувати програми на розробленій мові програмування.
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Додаток А Тексти програмного коду
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*Златокрильця М.О.*
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(Вид носія даних)

*CD-RW*

(Найменування програми (документа))

*Тексти програмного коду програмного забезпечення інтерпретатора мови програмування*

**А.1 globals.h**

#pragma once

#include <cstdlib>

#include <iostream>

#include <iomanip>

#include <string>

#include <vector>

#include <map>

#include <fstream>

#include <sstream>

**A.2 Type.h**

#pragma once

#include "globals.h"

/\*

\* Token types

\*/

using namespace std;

enum Type {

NUM, // num

VECTOR, // vector

MATR, // matr

CONSOLE, // console

IF, // if

FUNC, // func

VOID, // void

RETURN, // return

INCLUDE, // include

COMMA, // ,

SEMICOLON, // ;

ASSIGN, // =

PLUS, // +

MINUS, // -

MULTIPLY, // \*

DIVIDE, // /

POWER, // ^

EQUALS, // :

NOT\_EQUALS, // !

MORE, // >

LESS, // <

OPEN\_BRACKET, // (

CLOSE\_BRACKET, // )

OPEN\_SQUARE\_BRACKET, // [

CLOSE\_SQUARE\_BRACKET, // ]

OPEN\_FIGURE\_BRACKET, // {

CLOSE\_FIGURE\_BRACKET, // }

NUMBER, // 3.86

NAME, // matrix1

TEXT, // 'sample text'

END, // end of file

ERROR // error (not a token)

};

Type stringToType(string line);

string typeToString(Type type);

**A.3 Type.cpp**

#include "Type.h"

using namespace std;

Type stringToType(string line) {

if (line == "num") return NUM;

if (line == "vector") return VECTOR;

if (line == "matr") return MATR;

if (line == "console") return CONSOLE;

if (line == "if") return IF;

if (line == "func") return FUNC;

if (line == "void") return VOID;

if (line == "return") return RETURN;

if (line == "include") return INCLUDE;

if (line == ",") return COMMA;

if (line == ";") return SEMICOLON;

if (line == "=") return ASSIGN;

if (line == "+") return PLUS;

if (line == "-") return MINUS;

if (line == "\*") return MULTIPLY;

if (line == "/") return DIVIDE;

if (line == "^") return POWER;

if (line == ":") return EQUALS;

if (line == "!") return NOT\_EQUALS;

if (line == ">") return MORE;

if (line == "<") return LESS;

if (line == "(") return OPEN\_BRACKET;

if (line == ")") return CLOSE\_BRACKET;

if (line == "[") return OPEN\_SQUARE\_BRACKET;

if (line == "]") return CLOSE\_SQUARE\_BRACKET;

if (line == "{") return OPEN\_FIGURE\_BRACKET;

if (line == "}") return CLOSE\_FIGURE\_BRACKET;

return END;

}

string typeToString(Type type) {

switch (type) {

case 0: return "num";

case 1: return "vector";

case 2: return "matr";

case 3: return "console";

case 4: return "if";

case 5: return "func";

case 6: return "void";

case 7: return "return";

case 8: return "include";

case 9: return ",";

case 10: return ";";

case 11: return "=";

case 12: return "+";

case 13: return "-";

case 14: return "\*";

case 15: return "/";

case 16: return "^";

case 17: return ":";

case 18: return "!";

case 19: return ">";

case 20: return "<";

case 21: return "(";

case 22: return ")";

case 23: return "[";

case 24: return "]";

case 25: return "{";

case 26: return "}";

case 27: return "number";

case 28: return "name";

case 29: return "text";

}

return "";

}

**A.4 Token.h**

#pragma once

#include "globals.h"

#include "Type.h"

using namespace std;

class Token {

Type type;

string value; // for types NUMBER, NAME and TEXT

public:

Token();

Token(Type type, string value);

void setType(Type type);

Type getType();

void setValue(string value);

string getValue();

};

**A.5 Token.cpp**

#include "Token.h"

using namespace std;

Token::Token() {

this->value = "";

}

Token::Token(Type type, string value) {

this->type = type;

this->value = value;

}

void Token::setType(Type type) {

this->type = type;

}

Type Token::getType() {

return this->type;

}

void Token::setValue(string value) {

this->value = value;

}

string Token::getValue() {

return this->value;

}

**A.6 Lexer.h**

#pragma once

#include "globals.h"

#include "Type.h"

#include "Token.h"

using namespace std;

/\*

\* Lexical analizer

\* TEXT ---> ARRAY OF TOKENS + catching the lexical errors

\*/

class Lexer {

string input; // Code for converting

int currentElement;

char currentSymbol;

Token readToken(); // Read next token

void readSymbol(); // Read next symbol

bool identifyToken(Token &token, string value); // Identifying the token. False if is not a token

bool isNumber(string line); // Checking if line is a float number

bool isDigit(char symbol); // Checking if symbol is a digit

bool isName(string line); // Checking if line is a name

bool isLetter(char symbol); // Checking if symbol is a letter

public:

Lexer();

Lexer(string input);

void setInput(string input);

vector<Token> convert(); // Executing a lexical analysis and forming the array of tokens.

// If input contains a lexical error, returns an empty array

};

**A.7 Lexer.cpp**

#include "Lexer.h"

using namespace std;

Lexer::Lexer() {

this->input = "";

this->currentElement = 0;

this->currentSymbol = NULL;

}

Lexer::Lexer(string input) {

this->input = input;

this->currentElement = 0;

this->currentSymbol = NULL;

}

void Lexer::setInput(string input) {

this->input = input;

}

vector<Token> Lexer::convert() {

vector<Token> result;

this->currentElement = 0;

this->currentSymbol = NULL;

Token token = readToken();

while (true) {

if (token.getType() == ERROR) {

result.clear();

return result;

}

if (token.getType() == END) {

result.push\_back(token);

break;

}

result.push\_back(token);

token = readToken();

}

return result;

}

Token Lexer::readToken() {

Token token;

string symbols = "";

readSymbol();

// Ignoring spaces, tabs and enters

while (currentSymbol == ' ' || currentSymbol == '\n' || currentSymbol == '\t') {

readSymbol();

}

// If the end of line

if (currentSymbol == '\0') {

token.setType(END);

return token;

}

// If a text token

if (currentSymbol == '\'') {

while (true) {

readSymbol();

// Unclosed quote

if (currentSymbol == '\0') {

token.setType(ERROR);

return token;

}

if (currentSymbol == '\'')

break;

symbols += currentSymbol;

}

token.setType(TEXT);

token.setValue(symbols);

return token;

}

symbols += currentSymbol;

// If single-character token

if (identifyToken(token, symbols)) {

return token;

}

// Reading the whole word

readSymbol();

while (isDigit(currentSymbol) || isLetter(currentSymbol) || currentSymbol == '\_' || currentSymbol == '.') {

symbols += currentSymbol;

readSymbol();

}

currentElement--; // Correcting the current position

// If a key-word token

if (identifyToken(token, symbols)) {

return token;

}

// Checking for number

if (isNumber(symbols)) {

token.setType(NUMBER);

token.setValue(symbols);

return token;

}

// Checking for name

if (isName(symbols)) {

token.setType(NAME);

token.setValue(symbols);

return token;

}

// Not a token

token.setType(ERROR);

return token;

}

void Lexer::readSymbol() {

this->currentSymbol = this->input[this->currentElement];

this->currentElement++;

}

bool Lexer::identifyToken(Token &token, string value) {

vector<string> singleCharacters = { ",", ";", "\'", "=", "+", "-", "\*", "/", "^", ":", "!",

">", "<", "(", ")", "[", "]", "{", "}" };

vector<string> keyWords = { "num", "vector", "matr", "console", "if", "func", "void",

"return", "include" };

// Checking for single-character token

for (int i = 0; i < singleCharacters.size(); i++) {

if (value == singleCharacters[i]) {

token.setType(stringToType(value));

return true;

}

}

// Checking for keyword token

for (int i = 0; i < keyWords.size(); i++) {

if (value == keyWords[i]) {

token.setType(stringToType(value));

return true;

}

}

return false;

}

bool Lexer::isNumber(string line) {

if (line.length() == 0)

return false;

bool dotOnce = true; // True if no dots

for (int i = 0; i < line.length(); i++) {

if (!isDigit(line[i])) {

if (line[i] == '.' && dotOnce == true)

dotOnce = false;

else

return false;

}

}

return true;

}

bool Lexer::isDigit(char symbol) {

if (symbol - '0' < 0 || symbol - '0' > 9)

return false;

else

return true;

}

bool Lexer::isName(string line) {

if (line.length() == 0)

return false;

// First symbol must be a letter or "\_"

if (!isLetter(line[0]) && line[0] != '\_')

return false;

// Letter, digit or "\_"

for (int i = 1; i < line.length(); i++) {

if (!isLetter(line[i]) && !isDigit(line[i]) && line[i] != '\_')

return false;

}

return true;

}

bool Lexer::isLetter(char symbol) {

if (symbol - 'A' < 0 || symbol - 'A' > 25) {

if (symbol - 'a' < 0 || symbol - 'a' > 25)

return false;

}

return true;

}

**A.8 Parser.h**

#pragma once

#include "globals.h"

#include "Token.h"

#include "Type.h"

#include "FuncNameTable.h"

#include "SyntaxTree.h"

#include "FuncInfo.h"

using namespace std;

/\*

\* Syntactical analyzer (singleton)

\* ARRAY OF TOKENS ---> PARSE TREE + catching the syntax errors

\*/

class Parser {

static Parser \*\_this; // Pointer on the object of class Parser

vector<Token> tokens; // Received array of tokens

int currIndex; // Current index

// Tables of names

static map<string, VariableData\*> globalNameTable; // Table of global variable names

static vector<FuncNameTable> funcNameTables; // Table of local variable names (for each function)

static map<string, FuncInfo\*> funcInformation; // Information about each function (index of nameTable and body)

static int currTable; // Current functions name table (-1 if global table)

// Opened modules

static vector<string> openedModules;

// Working with syntax tree

vector<NTOperator\*> syntaxTree; // Syntax tree

bool ruleBlock(vector<NTOperator\*>& operators);

NTOperator\* ruleOperator();

// If returns nullptr - checking another operator

// If returns NTError - there is a syntax error

NTOperator\* ruleDeclare();

bool ruleType(Type& type);

NTOperator\* ruleAssign();

NTExpression\* ruleExpression();

bool ruleArgs(vector<NTExpression\*>& \_args);

bool ruleVector(vector<NTExpression\*>& line);

bool ruleElement(vector<NTExpression\*>& \_line);

bool ruleMatrix(vector<vector<NTExpression\*>>& values);

bool ruleLine(vector<vector<NTExpression\*>>& lines);

NTOperator\* ruleOutput();

NTOperator\* ruleCondition();

bool ruleLogicalExpr(Type& operType, NTExpression\*& oper1, NTExpression\*& oper2);

NTOperator\* ruleFunc();

bool ruleParam(vector<pair<Type, string>>& \_params);

bool ruleReturn(NTExpression \*&expression);

NTOperator\* ruleModule();

NTOperator\* ruleVoidFuncCall();

public:

Parser();

Parser(vector<Token> tokens); // Initial constructor

~Parser();

void setTokens(vector<Token> \_tokens); // Setting the array of tokens

void addTokens(vector<Token> \_tokens); // Adding tokens to the array

static Parser\* get(); // Getting the pointer on the object of class Parser

void analize(); // Checking for errors and creating a parse tree

// Tables of names: getters

static map<string, VariableData\*>\* getGlobalNameTable();

static vector<FuncNameTable>\* getFuncNameTables();

static map<string, FuncInfo\*>\* getFuncInformation();

static int\* getCurrTable();

// Working with tables of names

static bool addToTable(string name, VariableData \*data, bool isparam); // Add name to the table (false if already exists)

// Isparam - true if parameter, false if local var

static bool changeValueByKee(string name, VariableData \*newData); // Change value of variable. False if not found or incorrect types

static VariableData\* getValueByKee(string name); // ERROR if not found

// Array of already opened modules

static vector<string>\* getOpenedModules();

};

**A.9 Parser.cpp**

#include "Parser.h"

using namespace std;

Parser\* Parser::\_this = nullptr;

int Parser::currTable;

map<string, VariableData\*> Parser::globalNameTable;

vector<FuncNameTable> Parser::funcNameTables;

map<string, FuncInfo\*> Parser::funcInformation;

vector<string> Parser::openedModules;

Parser::Parser() {

// Singleton realization

if (\_this != nullptr)

exit(EXIT\_FAILURE);

\_this = this;

currIndex = 0;

currTable = -1;

}

Parser::Parser(vector<Token> tokens) {

// Singleton realization

if (\_this != nullptr)

exit(EXIT\_FAILURE);

\_this = this;

this->tokens = tokens;

currIndex = 0;

currTable = -1;

}

Parser::~Parser() {

map<string, VariableData\*>::iterator it1 = globalNameTable.begin();

while (it1 != globalNameTable.end()) {

delete (\*it1).second;

it1++;

}

map<string, FuncInfo\*>::iterator it2 = funcInformation.begin();

while (it2 != funcInformation.end()) {

delete (\*it2).second;

it2++;

}

}

void Parser::setTokens(vector<Token> \_tokens) {

this->tokens = \_tokens;

}

void Parser::addTokens(vector<Token> \_tokens) {

if (this->tokens.empty()) {

this->tokens = \_tokens;

}

else {

vector<Token>::iterator it = this->tokens.begin();

it += this->currIndex;

this->tokens.insert(it, \_tokens.begin(), \_tokens.end());

}

}

Parser\* Parser::get() {

return \_this;

}

bool Parser::addToTable(string name, VariableData \*data, bool isparam) {

if (currTable == -1) {

if (globalNameTable.count(name) > 0) {

return false;

}

else {

globalNameTable.insert(pair<string, VariableData\*>(name, data));

return true;

}

}

else {

if (isparam)

return funcNameTables[currTable].addParam(name, data);

else

return funcNameTables[currTable].addLocalVar(name, data);

}

}

bool Parser::changeValueByKee(string name, VariableData \*newData) {

if (currTable != -1) {

// Finding in local table

if (funcNameTables[currTable].changeLocalVar(name, newData))

return true;

// If not found, finding in global tables

}

map<string, VariableData\*> \*table = &(globalNameTable);

map<string, VariableData\*>::iterator it = table->find(name);

if (it != table->end()) {

if (it->second->getType() == newData->getType()) {

switch (newData->getType()) {

case NUM: { it->second->setNum(newData->getNum()); break; }

case VECTOR: { it->second->setVec(newData->getVec()); break; }

case MATR: { it->second->setMatr(newData->getMatr()); break; }

default: { return false; }

}

return true;

}

else {

return false;

}

}

else {

return false;

}

}

VariableData\* Parser::getValueByKee(string name) {

if (currTable != -1) {

// Finding in local table

VariableData \*result = funcNameTables[currTable].getLocalVar(name);

if (result->getType() == ERROR)

result = funcNameTables[currTable].getParam(name);

if (result->getType() != ERROR)

return result;

// If not found, finding in global tables

}

map<string, VariableData\*> \*table;

table = &(globalNameTable);

map<string, VariableData\*>::iterator it = table->find(name);

if (it != table->end()) {

return it->second;

}

else {

return new VariableData(); // Error

}

}

map<string, VariableData\*>\* Parser::getGlobalNameTable() {

return &globalNameTable;

}

vector<FuncNameTable>\* Parser::getFuncNameTables() {

return &funcNameTables;

}

map<string, FuncInfo\*>\* Parser::getFuncInformation() {

return &funcInformation;

}

int\* Parser::getCurrTable() {

return &currTable;

}

vector<string>\* Parser::getOpenedModules() {

return &openedModules;

}

void Parser::analize() {

NTOperator \*regularOperator;

bool isError = false;

while (tokens[currIndex].getType() != END) {

regularOperator = ruleOperator();

currIndex++;

if (!regularOperator->execute()) {

isError = true;

break;

}

delete regularOperator;

}

if (isError) {

cout << "Syntax error" << endl;

}

}

bool Parser::ruleBlock(vector<NTOperator\*>& operators) {

NTOperator \*ntOperator = ruleOperator();

if (ntOperator->getOperatorType() != "error") {

operators.push\_back(ntOperator);

currIndex++;

// Possible ends of block

if (tokens[currIndex].getType() != END &&

tokens[currIndex].getType() != CLOSE\_FIGURE\_BRACKET &&

tokens[currIndex].getType() != RETURN) {

if (!ruleBlock(operators)) {

for (int i = 0; i < operators.size(); i++)

delete operators[i];

operators.clear();

return false;

}

return true;

}

currIndex--;

return true;

}

return false;

}

NTOperator\* Parser::ruleOperator() {

NTOperator \*ntOperator;

ntOperator = ruleDeclare();

if (ntOperator != nullptr) {

return ntOperator;

}

ntOperator = ruleAssign();

if (ntOperator != nullptr) {

return ntOperator;

}

ntOperator = ruleOutput();

if (ntOperator != nullptr) {

return ntOperator;

}

ntOperator = ruleCondition();

if (ntOperator != nullptr) {

return ntOperator;

}

ntOperator = ruleFunc();

if (ntOperator != nullptr) {

return ntOperator;

}

ntOperator = ruleModule();

if (ntOperator != nullptr) {

return ntOperator;

}

ntOperator = ruleVoidFuncCall();

if (ntOperator != nullptr) {

return ntOperator;

}

return new NTError();

}

//

// DECLARE RULES

//

NTOperator\* Parser::ruleDeclare() {

Type type;

string name;

if (!ruleType(type)) {

return nullptr;

}

currIndex++;

if (tokens[currIndex].getType() != NAME) {

return new NTError();

}

name = tokens[currIndex].getValue();

currIndex++;

if (tokens[currIndex].getType() != SEMICOLON) {

return new NTError();

}

// Adding variable to the table of names

/\*if (!addToTable(name, type, false)) {

return new NTError();

}\*/

return new NTDeclare(type, name);

}

bool Parser::ruleType(Type& type) {

if (tokens[currIndex].getType() == NUM ||

tokens[currIndex].getType() == VECTOR ||

tokens[currIndex].getType() == MATR) {

type = tokens[currIndex].getType();

return true;

}

return false;

}

//

// ASSIGN RULES

//

NTOperator\* Parser::ruleAssign() {

int inputIndex = this->currIndex;

string name; // Name of the variable

NTExpression \*index1 = nullptr; // If vector or matrix

NTExpression \*index2 = nullptr;

NTExpression \*expression = nullptr; // Expression in the right side of "="

if (tokens[currIndex].getType() != NAME) {

return nullptr;

}

name = tokens[currIndex].getValue();

currIndex++;

// Assigning to the element of vector (matrix)

if (tokens[currIndex].getType() == OPEN\_SQUARE\_BRACKET) {

currIndex++;

index1 = ruleExpression();

if (index1 == nullptr) {

return new NTError();

}

currIndex++;

if (tokens[currIndex].getType() != CLOSE\_SQUARE\_BRACKET) {

delete index1;

return new NTError();

}

currIndex++;

// If matrix

if (tokens[currIndex].getType() == OPEN\_SQUARE\_BRACKET) {

currIndex++;

index2 = ruleExpression();

if (index2 == nullptr) {

delete index1;

return new NTError();

}

currIndex++;

if (tokens[currIndex].getType() != CLOSE\_SQUARE\_BRACKET) {

delete index1;

delete index2;

return new NTError();

}

currIndex++;

}

}

if (tokens[currIndex].getType() != ASSIGN) {

// Without error (can be function call)

if (index1 != nullptr) delete index1;

if (index2 != nullptr) delete index2;

currIndex = inputIndex;

return nullptr;

}

currIndex++;

expression = ruleExpression();

if (expression == nullptr) {

if (index1 != nullptr) delete index1;

if (index2 != nullptr) delete index2;

return new NTError();

}

currIndex++;

if (tokens[currIndex].getType() != SEMICOLON) {

if (index1 != nullptr) delete index1;

if (index2 != nullptr) delete index2;

delete expression;

return new NTError();

}

return new NTAssign(name, index1, index2, expression);

}

NTExpression\* Parser::ruleExpression() {

int inputIndex = this->currIndex;

NTExpression \*expression = nullptr;

/\*if (tokens[currIndex].getType() == OPEN\_BRACKET) {

currIndex++;

if (!ruleExpression()) {

this->currIndex = inputIndex;

return nullptr;

}

currIndex++;

if (tokens[currIndex].getType() != CLOSE\_BRACKET) {

this->currIndex = inputIndex;

return nullptr;

}

}

else\*/ if (tokens[currIndex].getType() == MINUS) {

currIndex++;

NTExpression \*inside\_expression = ruleExpression();

if (inside\_expression == nullptr) {

this->currIndex = inputIndex;

return nullptr;

}

expression = new NTUnaryMinus(inside\_expression);

}

else if (tokens[currIndex].getType() == NUMBER) {

expression = new NTConstant(tokens[currIndex].getValue());

}

else if (tokens[currIndex].getType() == NAME) {

string name = tokens[currIndex].getValue();

currIndex++;

// If function call

if (tokens[currIndex].getType() == OPEN\_BRACKET) {

currIndex++;

vector<NTExpression\*> args;

if (tokens[currIndex].getType() != VOID) {

if (!ruleArgs(args)) {

this->currIndex = inputIndex;

return nullptr;

}

}

currIndex++;

if (tokens[currIndex].getType() != CLOSE\_BRACKET) {

this->currIndex = inputIndex;

return nullptr;

}

expression = new NTFuncCall(name, args);

}

// vector[] or matr[][]

else if (tokens[currIndex].getType() == OPEN\_SQUARE\_BRACKET) {

currIndex++;

NTExpression \*index1 = ruleExpression();

if (index1 == nullptr) {

this->currIndex = inputIndex;

return nullptr;

}

currIndex++;

if (tokens[currIndex].getType() != CLOSE\_SQUARE\_BRACKET) {

delete index1;

this->currIndex = inputIndex;

return nullptr;

}

// Checking for matr[][]

currIndex++;

if (tokens[currIndex].getType() == OPEN\_SQUARE\_BRACKET) {

currIndex++;

NTExpression \*index2 = ruleExpression();

if (index2 == nullptr) {

delete index1;

this->currIndex = inputIndex;

return nullptr;

}

currIndex++;

if (tokens[currIndex].getType() != CLOSE\_SQUARE\_BRACKET) {

delete index1;

delete index2;

this->currIndex = inputIndex;

return nullptr;

}

expression = new NTElementOfMatrix(name, index1, index2);

}

else {

currIndex--;

expression = new NTElementOfVector(name, index1);

}

}

else {

// Expression is a simple name

currIndex--;

expression = new NTVariable(name);

}

}

else if (tokens[currIndex].getType() == OPEN\_SQUARE\_BRACKET) {

vector<vector<NTExpression\*>> valuesMatr;

if (!ruleMatrix(valuesMatr)) {

vector<NTExpression\*> valuesVec;

if (!ruleVector(valuesVec)) {

this->currIndex = inputIndex;

return nullptr;

}

else {

expression = new NTVector(valuesVec);

}

}

else {

expression = new NTMatrix(valuesMatr);

}

}

else {

this->currIndex = inputIndex;

return nullptr;

}

currIndex++;

if (tokens[currIndex].getType() == PLUS ||

tokens[currIndex].getType() == MINUS ||

tokens[currIndex].getType() == MULTIPLY ||

tokens[currIndex].getType() == DIVIDE ||

tokens[currIndex].getType() == POWER) {

Type type = tokens[currIndex].getType();

currIndex++;

NTExpression \*secondOperand = ruleExpression();

if (secondOperand == nullptr) {

delete expression;

this->currIndex = inputIndex;

return nullptr;

}

return new NTBinaryOperation(type, expression, secondOperand);

}

else {

currIndex--;

return expression;

}

}

bool Parser::ruleArgs(vector<NTExpression\*>& \_args) {

NTExpression \*ntExpression = ruleExpression();

if (ntExpression != nullptr) {

\_args.push\_back(ntExpression);

currIndex++;

if (tokens[currIndex].getType() == COMMA) {

currIndex++;

if (!ruleArgs(\_args)) {

return false;

}

return true;

}

currIndex--;

return true;

}

return false;

}

bool Parser::ruleVector(vector<NTExpression\*>& line) {

int initIndex = currIndex; // Without errors

// Instead of vector can be matrix

if (tokens[currIndex].getType() == OPEN\_SQUARE\_BRACKET) {

// (vvp , vvp , ... , vvp)

currIndex++;

if (!ruleElement(line)) {

currIndex = initIndex;

return false;

}

currIndex++;

if (tokens[currIndex].getType() != CLOSE\_SQUARE\_BRACKET) {

// Deleting the array

for (int i = 0; i < line.size(); i++)

delete line[i];

line.clear();

currIndex = initIndex;

return false;

}

return true;

}

return false;

}

bool Parser::ruleElement(vector<NTExpression\*>& \_line) {

NTExpression \*element = ruleExpression();

if (element != nullptr) {

\_line.push\_back(element);

currIndex++;

if (tokens[currIndex].getType() == COMMA) {

currIndex++;

if (!ruleElement(\_line)) {

for (int i = 0; i < \_line.size(); i++)

delete \_line[i];

\_line.clear();

return nullptr;

}

return true;

}

currIndex--;

return true;

}

return false;

}

bool Parser::ruleMatrix(vector<vector<NTExpression\*>>& values) {

int initIndex = currIndex; // Without errors

// Instead of matrix can be vector

if (tokens[currIndex].getType() == OPEN\_SQUARE\_BRACKET) {

currIndex++;

if (!ruleLine(values)) {

currIndex = initIndex;

return false;

}

currIndex++;

if (tokens[currIndex].getType() != CLOSE\_SQUARE\_BRACKET) {

for (int i = 0; i < values.size(); i++)

for (int j = 0; j < values[i].size(); j++)

delete values[i][j];

values.clear();

currIndex = initIndex;

return false;

}

return true;

}

return false;

}

bool Parser::ruleLine(vector<vector<NTExpression\*>>& lines) {

vector<NTExpression\*> line;

if (ruleVector(line)) {

lines.push\_back(line);

currIndex++;

if (tokens[currIndex].getType() == COMMA) {

currIndex++;

if (!ruleLine(lines)) {

for (int i = 0; i < lines.size(); i++)

for (int j = 0; j < lines[i].size(); j++)

delete lines[i][j];

lines.clear();

return false;

}

return true;

}

currIndex--;

return true;

}

return false;

}

//

// OUTPUT RULES

//

NTOperator\* Parser::ruleOutput() {

if (tokens[currIndex].getType() != CONSOLE) {

return nullptr;

}

bool isText = true;

string text = "";

NTExpression \*expression = nullptr;

currIndex++;

if (tokens[currIndex].getType() != OPEN\_BRACKET) {

return new NTError();

}

currIndex++;

if (tokens[currIndex].getType() == TEXT) {

text = tokens[currIndex].getValue();

}

else {

isText = false;

expression = ruleExpression();

if (expression == nullptr) {

return new NTError();

}

}

currIndex++;

if (tokens[currIndex].getType() != CLOSE\_BRACKET) {

delete expression;

return new NTError();

}

currIndex++;

if (tokens[currIndex].getType() != SEMICOLON) {

delete expression;

return new NTError();

}

return new NTOutput(isText, text, expression);

}

//

// CONDITION RULES

//

NTOperator\* Parser::ruleCondition() {

if (tokens[currIndex].getType() != IF)

return nullptr;

Type logicalOperation;

NTExpression \*operand1 = nullptr;

NTExpression \*operand2 = nullptr;

vector<NTOperator\*> block;

currIndex++;

if (tokens[currIndex].getType() != OPEN\_BRACKET) {

return new NTError();

}

currIndex++;

if (!ruleLogicalExpr(logicalOperation, operand1, operand2)) {

return new NTError();

}

currIndex++;

if (tokens[currIndex].getType() != CLOSE\_BRACKET) {

delete operand1;

delete operand2;

return new NTError();

}

currIndex++;

if (tokens[currIndex].getType() != OPEN\_FIGURE\_BRACKET) {

delete operand1;

delete operand2;

return new NTError();

}

currIndex++;

if (!ruleBlock(block)) {

delete operand1;

delete operand2;

return new NTError();

}

currIndex++;

if (tokens[currIndex].getType() != CLOSE\_FIGURE\_BRACKET) {

delete operand1;

delete operand2;

return new NTError();

}

return new NTCondition(logicalOperation, operand1, operand2, block);

}

bool Parser::ruleLogicalExpr(Type& operType, NTExpression\*& oper1, NTExpression\*& oper2) {

int initIndex = currIndex; // Without errors

oper1 = ruleExpression();

if (oper1 != nullptr) {

currIndex++;

if (tokens[currIndex].getType() != EQUALS &&

tokens[currIndex].getType() != NOT\_EQUALS &&

tokens[currIndex].getType() != MORE &&

tokens[currIndex].getType() != LESS) {

currIndex = initIndex;

delete oper1;

return false;

}

operType = tokens[currIndex].getType();

currIndex++;

oper2 = ruleExpression();

if (oper2 == nullptr) {

currIndex = initIndex;

delete oper1;

return false;

}

return true;

}

return false;

}

//

// PROCEDURE RULES

//

NTOperator\* Parser::ruleFunc() {

if (tokens[currIndex].getType() != FUNC)

return nullptr;

string funcName = "";

vector<pair<Type, string>> params;

vector<NTOperator\*> block;

NTExpression \*result = nullptr;

currIndex++;

if (tokens[currIndex].getType() != NAME) {

return new NTError();

}

funcName = tokens[currIndex].getValue();

currIndex++;

if (tokens[currIndex].getType() != OPEN\_BRACKET) {

return new NTError();

}

currIndex++;

// Choosing the function name table

FuncNameTable funcNameTable;

this->funcNameTables.push\_back(funcNameTable);

this->currTable = this->funcNameTables.size() - 1;

if (tokens[currIndex].getType() != VOID && !ruleParam(params)) {

return new NTError();

}

currIndex++;

if (tokens[currIndex].getType() != CLOSE\_BRACKET) {

return new NTError();

}

currIndex++;

if (tokens[currIndex].getType() != OPEN\_FIGURE\_BRACKET) {

return new NTError();

}

currIndex++;

if (tokens[currIndex].getType() != RETURN) {

if (!ruleBlock(block))

return new NTError();

else

currIndex++;

}

if (!ruleReturn(result)) {

// Deleting block

for (int i = 0; i < block.size(); i++)

delete block[i];

block.clear();

return new NTError();

}

currIndex++;

if (tokens[currIndex].getType() != CLOSE\_FIGURE\_BRACKET) {

// Deleting block

for (int i = 0; i < block.size(); i++)

delete block[i];

block.clear();

if (result != nullptr)

delete result;

return new NTError();

}

NTFunc \*thisFunc = new NTFunc(funcName, params, block, result);

// Saving the information about function

if (Parser::funcInformation.count(funcName) > 0) {

return new NTError();

}

else {

Parser::funcInformation.insert(pair<string, FuncInfo\*>(funcName, new FuncInfo(false, this->currTable, thisFunc)));

}

// Choosing the global nametable

this->currTable = -1;

return thisFunc;

}

bool Parser::ruleParam(vector<pair<Type, string>>& \_params) {

int initIndex = currIndex; // Without errors;

Type type;

string name;

if (ruleType(type)) {

currIndex++;

if (tokens[currIndex].getType() != NAME) {

initIndex = currIndex;

return false;

}

name = tokens[currIndex].getValue();

// Adding parameter to the table

/\*if (!addToTable(name, type, true)) {

return false;

}\*/

\_params.push\_back(pair<Type, string>(type, name));

currIndex++;

if (tokens[currIndex].getType() == COMMA) {

currIndex++;

if (!ruleParam(\_params)) {

initIndex = currIndex;

return false;

}

return true;

}

currIndex--;

return true;

}

return false;

}

bool Parser::ruleReturn(NTExpression \*&expression) {

if (tokens[currIndex].getType() == RETURN) {

currIndex++;

if (tokens[currIndex].getType() == VOID) {

expression = nullptr;

}

else {

expression = ruleExpression();

if (expression == nullptr) {

return false;

}

}

currIndex++;

if (tokens[currIndex].getType() != SEMICOLON) {

delete expression;

return false;

}

return true;

}

return false;

}

//

// MODULE RULES

//

NTOperator\* Parser::ruleModule() {

if (tokens[currIndex].getType() != INCLUDE) {

return nullptr;

}

string moduleName;

currIndex++;

if (tokens[currIndex].getType() != TEXT) {

return new NTError();

}

moduleName = tokens[currIndex].getValue();

currIndex++;

if (tokens[currIndex].getType() != SEMICOLON) {

return new NTError();

}

return new NTModule(moduleName);

}

//

// VOID FUNCTION RULES

//

NTOperator\* Parser::ruleVoidFuncCall() {

if (tokens[currIndex].getType() != NAME) {

return nullptr;

}

string funcName = tokens[currIndex].getValue();

vector<NTExpression\*> args;

currIndex++;

if (tokens[currIndex].getType() != OPEN\_BRACKET) {

// Can be an assign

currIndex--;

return nullptr;

}

currIndex++;

if (tokens[currIndex].getType() != VOID) {

if (!ruleArgs(args)) {

return new NTError();

}

}

currIndex++;

if (tokens[currIndex].getType() != CLOSE\_BRACKET) {

return new NTError();

}

currIndex++;

if (tokens[currIndex].getType() != SEMICOLON) {

return new NTError();

}

return new NTVoidFuncCall(funcName, args);

}

**A.10 SyntaxTree.h**

#pragma once

#include "globals.h"

#include "Type.h"

#include "VariableData.h"

class NTOperator {

protected:

string operatorType;

public:

void setOperatorType(string \_type) { operatorType = \_type; }

string getOperatorType() { return this->operatorType; }

virtual bool execute() = 0;

};

// If getting error while scanning the operator

class NTError : public NTOperator {

public:

NTError() { this->operatorType = "error"; }

bool execute() { return false; }

};

// Declare operator

class NTDeclare : public NTOperator {

Type type; // Type of the variable

string name; // Name of the variable

public:

NTDeclare(Type type, string name) : type(type), name(name) { this->operatorType = "declare"; }

Type getType() const { return this->type; }

string getName() const { return this->name; }

bool execute();

};

// Assign operator

class NTExpression {

protected:

string expressionType; // constant, variable, funcCall, etc.

public:

void setExpressionType(string \_type) { expressionType = \_type; }

string getExpressionType() { return this->expressionType; }

virtual VariableData\* calculate() = 0;

};

class NTAssign : public NTOperator {

string receiverValue; // Name of the receiver variable

NTExpression \*receiverIndex1; // First index (if vector or matrix)

NTExpression \*receiverIndex2; // Second index (if matrix)

NTExpression \*sender; // Expression in the right side of "="

public:

NTAssign(string recVal, NTExpression \*recIndex1, NTExpression \*recIndex2, NTExpression \*sender) :

receiverValue(recVal), receiverIndex1(recIndex1), receiverIndex2(recIndex2), sender(sender)

{ this->operatorType = "assign"; }

~NTAssign() { delete receiverIndex1; delete receiverIndex2; delete sender; }

string getReceiverValue() const { return this->receiverValue; }

NTExpression\* getReceiverIndex1() const { return this->receiverIndex1; }

NTExpression\* getReceiverIndex2() const { return this->receiverIndex2; }

NTExpression\* getSender() const { return this->sender; }

bool execute();

};

class NTConstant : public NTExpression {

string number;

public:

NTConstant(string num) : number(num) { this->expressionType = "constant"; }

string getNumber() const { return this->number; }

VariableData\* calculate();

};

class NTVariable : public NTExpression {

string name;

public:

NTVariable(string \_name) : name(\_name) { this->expressionType = "variable"; }

string getName() const { return this->name; }

VariableData\* calculate();

};

class NTFuncCall : public NTExpression {

string funcName;

vector<NTExpression\*> args;

public:

NTFuncCall(string \_funcName, vector<NTExpression\*> \_args) : funcName(\_funcName), args(\_args)

{ this->expressionType = "funcCall"; }

string getFuncName() const { return this->funcName; }

vector<NTExpression\*> getArgs() const { return this->args; }

VariableData\* calculate();

};

class NTBinaryOperation : public NTExpression {

Type operType;

NTExpression \*firstOperand;

NTExpression \*secondOperand;

public:

NTBinaryOperation(Type \_type, NTExpression \*\_firstOperand, NTExpression \*\_secondOperand) :

operType(\_type), firstOperand(\_firstOperand), secondOperand(\_secondOperand)

{ this->expressionType = "binaryOperation"; }

Type getOperType() const { return this->operType; }

NTExpression\* getFirstOperand() const { return this->firstOperand; }

NTExpression\* getSecondOperand() const { return this->secondOperand; }

VariableData\* calculate();

};

class NTUnaryMinus : public NTExpression {

NTExpression \*operand;

public:

NTUnaryMinus(NTExpression \*\_operand) : operand(\_operand) { this->expressionType = "unaryMinus"; }

NTExpression\* getOperand() const { return this->operand; }

VariableData\* calculate();

};

class NTElementOfVector : public NTExpression {

string name; // Name of vector

NTExpression \*index;

public:

NTElementOfVector(string \_name, NTExpression \*\_index) :

name(\_name), index(\_index) { this->expressionType = "elementOfVector"; }

string getName() const { return this->name; }

NTExpression\* getIndex() const { return this->index; }

VariableData\* calculate();

};

class NTElementOfMatrix : public NTExpression {

string name; // Name of vector

NTExpression \*index1;

NTExpression \*index2;

public:

NTElementOfMatrix(string \_name, NTExpression \*\_index1, NTExpression \*\_index2) :

name(\_name), index1(\_index1), index2(\_index2) { this->expressionType = "elementOfMatrix"; }

string getName() const { return this->name; }

NTExpression\* getIndex1() const { return this->index1; }

NTExpression\* getIndex2() const { return this->index2; }

VariableData\* calculate();

};

class NTVector : public NTExpression {

vector<NTExpression\*> values; // Coordinates of the vector

public:

NTVector(vector<NTExpression\*> \_values) : values(\_values) { this->expressionType = "vector"; }

vector<NTExpression\*> getValues() const { return this->values; }

VariableData\* calculate();

};

class NTMatrix : public NTExpression {

vector<vector<NTExpression\*>> values; // Elements of the matrix

public:

NTMatrix(vector<vector<NTExpression\*>> \_values) : values(\_values) { this->expressionType = "matrix"; }

vector<vector<NTExpression\*>> getValues() const { return this->values; }

VariableData\* calculate();

};

// Output operator

class NTOutput : public NTOperator {

bool isText; // true if text, false if expression

string text;

NTExpression \*expression;

public:

NTOutput(bool \_isText, string \_text, NTExpression\* \_expression) :

isText(\_isText), text(\_text), expression(\_expression)

{ this->operatorType = "output"; }

bool getIsText() const { return this->isText; }

string getText() const { return this->text; }

NTExpression\* getExpression() const { return this->expression; }

bool execute();

};

// Condition operator

class NTCondition : public NTOperator {

Type logicalOperation; // : ! < >

NTExpression \*operand1;

NTExpression \*operand2;

vector<NTOperator\*> block;

public:

NTCondition(Type \_logOper, NTExpression\* \_oper1, NTExpression\* \_oper2, vector<NTOperator\*> \_block) :

logicalOperation(\_logOper), operand1(\_oper1), operand2(\_oper2), block(\_block)

{ this->operatorType = "condition"; }

Type getLogicalOperation() const { return this->logicalOperation; }

NTExpression\* getOperand1() const { return this->operand1; }

NTExpression\* getOperand2() const { return this->operand2; }

vector<NTOperator\*> getBlock() const { return this->block; }

bool execute();

};

// Func operator

class NTFunc : public NTOperator {

string funcName;

vector<pair<Type, string>> params;

vector<NTOperator\*> block;

NTExpression \*result; // Expression after "return"

public:

NTFunc(string \_funcName, vector<pair<Type, string>> \_params, vector<NTOperator\*> \_block,

NTExpression\* \_result) : funcName(\_funcName), params(\_params), block(\_block), result(\_result)

{ this->operatorType = "func"; }

string getFuncName() const { return this->funcName; }

vector<pair<Type, string>> getParams() const { return this->params; }

vector<NTOperator\*> getBlock() const { return this->block; }

NTExpression\* getResult() const { return this->result; }

bool execute();

};

// Module operator

class NTModule : public NTOperator {

string moduleName;

public:

NTModule(string \_moduleName) : moduleName(\_moduleName)

{ this->operatorType = "module"; }

string getModuleName() const { return this->moduleName; }

bool execute();

};

// VoidFuncCall operator

class NTVoidFuncCall : public NTOperator {

string funcName;

vector<NTExpression\*> args;

public:

NTVoidFuncCall(string \_funcName, vector<NTExpression\*> \_args) : funcName(\_funcName), args(\_args)

{ this->operatorType = "voidFuncCall"; }

string getFuncName() const { return this->funcName; }

vector<NTExpression\*> getArgs() const { return this->args; }

bool execute();

};

**A.11 SyntaxTree.cpp**

#include "SyntaxTree.h"

#include "Parser.h"

#include "Lexer.h"

#include "StandardMethods.h"

using namespace std;

vector<vector<double>> multiplyMatrixes(vector<vector<double>> matr1, vector<vector<double>> matr2);

bool NTDeclare::execute() {

// Allocating memory for the variable / vector / matrix

switch (this->type) {

case NUM: {

double variable = 0;

if (!Parser::addToTable(this->name, new VariableData(variable), false)) {

return false;

}

break;

}

case VECTOR: {

vector<double> doubleArray;

if (!Parser::addToTable(this->name, new VariableData(doubleArray), false)) {

return false;

}

break;

}

case MATR: {

vector<vector<double>> doubleMatrix;

if (!Parser::addToTable(this->name, new VariableData(doubleMatrix), false)) {

return false;

}

break;

}

default: {

return false;

}

}

return true;

}

bool NTAssign::execute() {

VariableData \*result = this->sender->calculate();

if (this->getReceiverIndex1() != nullptr) {

VariableData \*index1\_val = this->receiverIndex1->calculate();

if (index1\_val->getType() != NUM)

return false;

if (this->getReceiverIndex2() != nullptr) {

// Assigning to the element of matrix

// Checking the result

if (result->getType() != NUM)

return false;

// Checking the second index

VariableData \*index2\_val = this->receiverIndex2->calculate();

if (index2\_val->getType() != NUM)

return false;

// Finding the matrix

VariableData \*matrixInTable = Parser::getValueByKee(this->receiverValue);

if (matrixInTable->getType() != MATR)

return false;

vector<vector<double>> matrixChange = matrixInTable->getMatr();

// Checking for correct indexes

if ((int)index1\_val->getNum() >= matrixChange.size() || (int)index1\_val->getNum() < 0)

return false;

if ((int)index2\_val->getNum() >= matrixChange[0].size() || (int)index2\_val->getNum() < 0)

return false;

// Changing the matrix

matrixChange[(int)index1\_val->getNum()][(int)index2\_val->getNum()] = result->getNum();

VariableData newMatrix(matrixChange);

if (!Parser::changeValueByKee(this->receiverValue, &newMatrix))

return false;

return true;

}

else {

// Assigning to the element of vector

// Checking the result

if (result->getType() != NUM)

return false;

// Finding the vector

VariableData \*vectorInTable = Parser::getValueByKee(this->receiverValue);

if (vectorInTable->getType() != VECTOR)

return false;

vector<double> vectorChange = vectorInTable->getVec();

// Checking for correct index

if ((int)index1\_val->getNum() >= vectorChange.size() || (int)index1\_val->getNum() < 0)

return false;

// Changing the vector

vectorChange[(int)index1\_val->getNum()] = result->getNum();

VariableData newVector(vectorChange);

if (!Parser::changeValueByKee(this->receiverValue, &newVector))

return false;

return true;

}

}

// Finding the receiver

VariableData \*receiver = Parser::getValueByKee(this->receiverValue);

// Checking the receiver type

switch (receiver->getType()) {

case NUM: {

if (result->getType() != NUM)

return false;

if (!Parser::changeValueByKee(this->receiverValue, &VariableData(result->getNum())))

return false;

return true;

}

case VECTOR: {

if (result->getType() != VECTOR)

return false;

if (!Parser::changeValueByKee(this->receiverValue, &VariableData(result->getVec())))

return false;

return true;

}

case MATR: {

if (result->getType() != MATR)

return false;

if (!Parser::changeValueByKee(this->receiverValue, &VariableData(result->getMatr())))

return false;

return true;

}

}

return false;

}

bool NTOutput::execute() {

if (this->getIsText()) {

// Outputting the text

cout << this->text << endl;

}

else {

// Outputting the expression

VariableData \*result = this->expression->calculate();

const int accuracy = 7;

const int weight = 10;

switch (result->getType()) {

case NUM: {

cout << setprecision(accuracy) << result->getNum() << endl;

break;

}

case VECTOR: {

for (int i = 0; i < result->getVec().size(); i++) {

cout << setprecision(accuracy) << result->getVec()[i] << " ";

}

cout << endl;

break;

}

case MATR: {

for (int i = 0; i < result->getMatr().size(); i++) {

for (int j = 0; j < result->getMatr()[i].size(); j++) {

cout << setprecision(accuracy) << setw(weight) << result->getMatr()[i][j] << " ";

}

cout << endl;

}

cout << endl;

break;

}

default: {

return false;

}

}

}

return true;

}

bool NTCondition::execute() {

VariableData \*oper1 = this->operand1->calculate();

VariableData \*oper2 = this->operand2->calculate();

// Same operands only

if (oper1->getType() != oper2->getType() || oper1->getType() == ERROR)

return false;

// Finding the value of logical expression

bool logicalExprValue = false;

switch (this->getLogicalOperation()) {

case EQUALS: {

switch (oper1->getType()) {

case NUM: {

if (oper1->getNum() == oper2->getNum())

logicalExprValue = true;

else

logicalExprValue = false;

break;

}

case VECTOR: {

vector<double> vector1 = oper1->getVec();

vector<double> vector2 = oper2->getVec();

if (vector1.size() != vector2.size()) {

logicalExprValue = false;

}

else {

logicalExprValue = true;

for (int i = 0; i < vector1.size(); i++) {

if (vector1[i] != vector2[i]) {

logicalExprValue = false;

}

}

}

break;

}

case MATR: {

vector<vector<double>> matr1 = oper1->getMatr();

vector<vector<double>> matr2 = oper2->getMatr();

if (matr1.empty() && matr2.empty()) {

logicalExprValue = true;

break;

}

if (matr1.size() != matr2.size() || matr1[0].size() != matr2[0].size()) {

logicalExprValue = false;

}

else {

logicalExprValue = true;

for (int i = 0; i < matr1.size(); i++) {

for (int j = 0; j < matr1[i].size(); j++) {

if (matr1[i][j] != matr2[i][j]) {

logicalExprValue = false;

}

}

}

}

break;

}

default: { return false; }

}

break;

}

case NOT\_EQUALS: {

switch (oper1->getType()) {

case NUM: {

if (oper1->getNum() != oper2->getNum())

logicalExprValue = true;

else

logicalExprValue = false;

break;

}

case VECTOR: {

vector<double> vector1 = oper1->getVec();

vector<double> vector2 = oper2->getVec();

if (vector1.size() != vector2.size()) {

logicalExprValue = true;

}

else {

logicalExprValue = false;

for (int i = 0; i < vector1.size(); i++) {

if (vector1[i] != vector2[i]) {

logicalExprValue = true;

}

}

}

break;

}

case MATR: {

vector<vector<double>> matr1 = oper1->getMatr();

vector<vector<double>> matr2 = oper2->getMatr();

if (matr1.empty() && matr2.empty()) {

logicalExprValue = false;

break;

}

if (matr1.size() != matr2.size() || matr1[0].size() != matr2[0].size()) {

logicalExprValue = true;

}

else {

logicalExprValue = false;

for (int i = 0; i < matr1.size(); i++) {

for (int j = 0; j < matr1[i].size(); j++) {

if (matr1[i][j] != matr2[i][j]) {

logicalExprValue = true;

}

}

}

}

break;

}

default: { return false; }

}

break;

}

case MORE: {

// Numbers only

if (oper1->getType() != NUM)

return false;

if (oper1->getNum() > oper2->getNum())

logicalExprValue = true;

else

logicalExprValue = false;

break;

}

case LESS: {

// Numbers only

if (oper1->getType() != NUM)

return false;

if (oper1->getNum() < oper2->getNum())

logicalExprValue = true;

else

logicalExprValue = false;

break;

}

default: { return false; }

}

// Executing of block

if (logicalExprValue) {

for (int i = 0; i < this->block.size(); i++) {

if (!this->block[i]->execute())

return false;

}

}

return true;

}

bool NTFunc::execute() {

// The code of function is not executing while declaring the function

return true;

}

bool NTModule::execute() {

// If already opened

for (int i = 0; i < Parser::getOpenedModules()->size(); i++) {

if ((\*Parser::getOpenedModules())[i] == this->moduleName) {

return false;

}

}

ifstream moduleFile(this->moduleName);

if (!moduleFile)

return false;

// Adding to the array of opened modules

Parser::getOpenedModules()->push\_back(this->moduleName);

// Reading the whole text of the file

stringstream fileBuffer;

fileBuffer << moduleFile.rdbuf();

string moduleText = fileBuffer.str();

moduleFile.close();

// Interpreting the code of module

Lexer lexer(moduleText);

vector<Token> tokens = lexer.convert();

if (tokens.empty()) {

// Lexical error

return false;

}

// Removing the END token

tokens.pop\_back();

Parser::get()->addTokens(tokens);

return true;

}

bool NTVoidFuncCall::execute() {

// Finding the information about the function

map<string, FuncInfo\*> \*funcTable = Parser::getFuncInformation();

map<string, FuncInfo\*>::iterator it = funcTable->find(this->funcName);

if (it == funcTable->end())

return false;

// Running the function

if (it->second->getIsRunning()) {

return false; // avoiding the recursion

}

else {

it->second->setIsRunning(true);

}

// Getting the local table and body of function

int tableIndex = it->second->getTableIndex();

FuncNameTable \*localTable = &((\*Parser::getFuncNameTables())[tableIndex]);

NTFunc \*ntFunc = it->second->getBody();

// Checking the type of parameters and adding them to the funcTable

vector<pair<Type, string>> ntFuncArgs = ntFunc->getParams();

if (this->args.size() != ntFuncArgs.size())

return false;

vector<pair<string, VariableData\*>> \*params = localTable->getParamTable();

for (int i = 0; i < this->args.size(); i++) {

VariableData \*currParam = this->args[i]->calculate();

// Checking the types

if (currParam->getType() != ntFuncArgs[i].first)

return false;

// Adding the value of parameter

params->push\_back(pair<string, VariableData\*>(ntFuncArgs[i].second, currParam));

}

// Switching the current table

\*Parser::getCurrTable() = tableIndex;

// Executing the body of function

vector<NTOperator\*> funcBlock = ntFunc->getBlock();

for (int i = 0; i < funcBlock.size(); i++) {

if (!funcBlock[i]->execute()) {

return false;

}

}

// Deleting the params and local vars, switching the current table to global

params->clear();

localTable->getLocalVarsTable()->clear();

\*Parser::getCurrTable() = -1;

return true;

}

VariableData\* NTConstant::calculate() {

return new VariableData(stod(this->number));

}

VariableData\* NTVariable::calculate() {

return Parser::getValueByKee(this->name);

}

VariableData\* NTFuncCall::calculate() {

// Checking if standard function

STANDARD\_FUNC\_NAME standardFuncName = StandardMethods::checkFuncName(this->funcName);

if (standardFuncName != NONE) {

// Finding the value of parameters

vector<VariableData\*> foundedParams;

for (int i = 0; i < this->args.size(); i++) {

foundedParams.push\_back(this->args[i]->calculate());

}

return StandardMethods::findFuncValue(standardFuncName, foundedParams);

}

// Finding the information about the function

map<string, FuncInfo\*> \*funcTable = Parser::getFuncInformation();

map<string, FuncInfo\*>::iterator it = funcTable->find(this->funcName);

if (it == funcTable->end())

return new VariableData();

// Running the function

if (it->second->getIsRunning()) {

return new VariableData(); // avoiding the recursion

}

else {

it->second->setIsRunning(true);

}

// Getting the local table and body of function

int tableIndex = it->second->getTableIndex();

FuncNameTable \*localTable = &((\*Parser::getFuncNameTables())[tableIndex]);

NTFunc \*ntFunc = it->second->getBody();

// Checking the type of parameters and adding them to the funcTable

vector<pair<Type, string>> ntFuncArgs = ntFunc->getParams();

if (this->args.size() != ntFuncArgs.size())

return new VariableData();

vector<pair<string, VariableData\*>> \*params = localTable->getParamTable();

for (int i = 0; i < this->args.size(); i++) {

VariableData \*currParam = this->args[i]->calculate();

// Checking the types

if (currParam->getType() != ntFuncArgs[i].first)

return new VariableData();

// Adding the value of parameter

params->push\_back(pair<string, VariableData\*>(ntFuncArgs[i].second, currParam));

}

// Switching the current table

\*Parser::getCurrTable() = tableIndex;

// Executing the body of function

vector<NTOperator\*> funcBlock = ntFunc->getBlock();

for (int i = 0; i < funcBlock.size(); i++) {

if (!funcBlock[i]->execute()) {

return new VariableData();

}

}

// Calculating the return expression

VariableData \*result = ntFunc->getResult()->calculate();

// Deleting the params and local vars, switching the current table to global

params->clear();

localTable->getLocalVarsTable()->clear();

\*Parser::getCurrTable() = -1;

return result;

}

VariableData\* NTBinaryOperation::calculate() {

VariableData \*oper1 = this->firstOperand->calculate();

VariableData \*oper2 = this->secondOperand->calculate();

if (oper1->getType() == ERROR || oper2->getType() == ERROR) {

return new VariableData();

}

switch (oper1->getType()) {

case NUM: {

switch (oper2->getType()) {

case NUM: {

switch (this->operType) {

case PLUS: {

return new VariableData(oper1->getNum() + oper2->getNum());

}

case MINUS: {

return new VariableData(oper1->getNum() - oper2->getNum());

}

case MULTIPLY: {

return new VariableData(oper1->getNum() \* oper2->getNum());

}

case DIVIDE: {

if (oper2->getNum() == 0)

return new VariableData();

return new VariableData(oper1->getNum() / oper2->getNum());

}

case POWER: {

return new VariableData(pow(oper1->getNum(), oper2->getNum()));

}

default: { return new VariableData(); }

}

}

case VECTOR: {

if (this->operType != MULTIPLY)

return new VariableData();

vector<double> resultVec = oper2->getVec();

for (int i = 0; i < resultVec.size(); i++)

resultVec[i] \*= oper1->getNum();

return new VariableData(resultVec);

}

case MATR: {

if (this->operType != MULTIPLY)

return new VariableData();

vector<vector<double>> resultMatr = oper2->getMatr();

if (!resultMatr.empty()) {

for (int i = 0; i < resultMatr.size(); i++) {

for (int j = 0; j < resultMatr[i].size(); j++) {

resultMatr[i][j] \*= oper1->getNum();

}

}

}

return new VariableData(resultMatr);

}

default: { return new VariableData(); }

}

}

case VECTOR: {

switch (oper2->getType()) {

case NUM: {

if (this->operType == MULTIPLY) {

vector<double> resultVec = oper1->getVec();

for (int i = 0; i < resultVec.size(); i++)

resultVec[i] \*= oper2->getNum();

return new VariableData(resultVec);

}

else if (this->operType == DIVIDE) {

if (oper2->getNum() == 0)

return new VariableData();

vector<double> resultVec = oper1->getVec();

for (int i = 0; i < resultVec.size(); i++)

resultVec[i] /= oper2->getNum();

return new VariableData(resultVec);

}

else {

return new VariableData();

}

}

case VECTOR: {

switch (this->operType) {

case PLUS: {

vector<double> addendum1 = oper1->getVec();

vector<double> addendum2 = oper2->getVec();

if (addendum1.size() != addendum2.size())

return new VariableData();

vector<double> resultVec;

for (int i = 0; i < addendum1.size(); i++) {

resultVec.push\_back(addendum1[i] + addendum2[i]);

}

return new VariableData(resultVec);

}

case MINUS: {

vector<double> addendum1 = oper1->getVec();

vector<double> addendum2 = oper2->getVec();

if (addendum1.size() != addendum2.size())

return new VariableData();

vector<double> resultVec;

for (int i = 0; i < addendum1.size(); i++) {

resultVec.push\_back(addendum1[i] - addendum2[i]);

}

return new VariableData(resultVec);

}

case MULTIPLY: {

vector<double> addendum1 = oper1->getVec();

vector<double> addendum2 = oper2->getVec();

if (addendum1.size() != addendum2.size())

return new VariableData();

double resultNum = 0;

for (int i = 0; i < addendum1.size(); i++) {

resultNum += addendum1[i] \* addendum2[i];

}

return new VariableData(resultNum);

}

default: { return new VariableData(); }

}

}

default: { return new VariableData(); }

}

}

case MATR: {

switch (oper2->getType()) {

case NUM: {

switch (this->operType) {

case MULTIPLY: {

vector<vector<double>> resultMatr = oper1->getMatr();

if (!resultMatr.empty()) {

for (int i = 0; i < resultMatr.size(); i++) {

for (int j = 0; j < resultMatr[i].size(); j++) {

resultMatr[i][j] \*= oper2->getNum();

}

}

}

return new VariableData(resultMatr);

}

case DIVIDE: {

if (oper2->getNum() == 0)

return new VariableData();

vector<vector<double>> resultMatr = oper1->getMatr();

if (!resultMatr.empty()) {

for (int i = 0; i < resultMatr.size(); i++) {

for (int j = 0; j < resultMatr[i].size(); i++) {

resultMatr[i][j] /= oper2->getNum();

}

}

}

return new VariableData(resultMatr);

}

case POWER: {

if (oper2->getNum() < 0)

return new VariableData();

vector<vector<double>> resultMatr = oper1->getMatr();

if (!resultMatr.empty()) {

// Checking if matrix is square

if (resultMatr.size() != resultMatr[0].size())

return new VariableData();

int powerInt = (int)oper2->getNum();

if (powerInt == 0) {

for (int i = 0; i < resultMatr.size(); i++) {

for (int j = 0; j < resultMatr[i].size(); j++) {

if (i == j)

resultMatr[i][j] = 1;

else

resultMatr[i][j] = 0;

}

}

return new VariableData(resultMatr);

}

if (powerInt == 1) {

return new VariableData(resultMatr);

}

for (int i = 0; i < powerInt; i++) {

resultMatr = multiplyMatrixes(resultMatr, resultMatr);

}

}

return new VariableData(resultMatr);

}

default: { return new VariableData(); }

}

}

case MATR: {

switch (this->operType) {

case PLUS: {

vector<vector<double>> addendum1 = oper1->getMatr();

vector<vector<double>> addendum2 = oper2->getMatr();

vector<vector<double>> resultMatr;

if (addendum1.empty() && addendum1.empty())

return new VariableData(resultMatr);

// Checking width and height

if (addendum1.size() != addendum2.size() || addendum1[0].size() != addendum2[0].size())

return new VariableData();

for (int i = 0; i < addendum1.size(); i++) {

vector<double> line;

for (int j = 0; j < addendum1[i].size(); j++) {

line.push\_back(addendum1[i][j] + addendum2[i][j]);

}

resultMatr.push\_back(line);

}

return new VariableData(resultMatr);

}

case MINUS: {

vector<vector<double>> addendum1 = oper1->getMatr();

vector<vector<double>> addendum2 = oper2->getMatr();

vector<vector<double>> resultMatr;

if (addendum1.empty() && addendum1.empty())

return new VariableData(resultMatr);

// Checking width and height

if (addendum1.size() != addendum2.size() || addendum1[0].size() != addendum2[0].size())

return new VariableData();

for (int i = 0; i < addendum1.size(); i++) {

vector<double> line;

for (int j = 0; j < addendum1[i].size(); j++) {

line.push\_back(addendum1[i][j] - addendum2[i][j]);

}

resultMatr.push\_back(line);

}

return new VariableData(resultMatr);

}

case MULTIPLY: {

vector<vector<double>> addendum1 = oper1->getMatr();

vector<vector<double>> addendum2 = oper2->getMatr();

vector<vector<double>> resultMatr;

if (addendum1.empty() && addendum1.empty())

return new VariableData(resultMatr);

// Checking width and height

if (addendum1[0].size() != addendum2.size())

return new VariableData();

resultMatr = multiplyMatrixes(addendum1, addendum2);

return new VariableData(resultMatr);

}

default: { return new VariableData(); }

}

}

default: { return new VariableData(); }

}

}

default: { return new VariableData(); }

}

return new VariableData();

}

VariableData\* NTUnaryMinus::calculate() {

VariableData \*operand = this->operand->calculate();

switch (operand->getType()) {

case NUM: {

return new VariableData(0. - operand->getNum());

}

case VECTOR: {

vector<double> operVector = operand->getVec();

for (int i = 0; i < operVector.size(); i++)

operVector[i] \*= -1.;

return new VariableData(operVector);

}

case MATR: {

vector<vector<double>> operMatr = operand->getMatr();

for (int i = 0; i < operMatr.size(); i++) {

for (int j = 0; j < operMatr[0].size(); j++) {

operMatr[i][j] \*= -1.;

}

}

return new VariableData(operMatr);

}

default: { return new VariableData(); }

}

return new VariableData();

}

VariableData\* NTElementOfVector::calculate() {

VariableData \*operVector = Parser::getValueByKee(this->name);

VariableData \*operIndex = this->index->calculate();

if (operVector->getType() != VECTOR || operIndex->getType() != NUM)

return new VariableData();

vector<double> \_operVector = operVector->getVec();

double \_operIndex = operIndex->getNum();

// Checking for correct indexes

if ((int)\_operIndex < 0 || (int)\_operIndex >= \_operVector.size())

return new VariableData();

return new VariableData(\_operVector[(int)\_operIndex]);

}

VariableData\* NTElementOfMatrix::calculate() {

VariableData \*operMatrix = Parser::getValueByKee(this->name);

VariableData \*operIndex1 = this->index1->calculate();

VariableData \*operIndex2 = this->index2->calculate();

if (operMatrix->getType() != MATR || operIndex1->getType() != NUM || operIndex2->getType() != NUM)

return new VariableData();

vector<vector<double>> \_operMatrix = operMatrix->getMatr();

double \_operIndex1 = operIndex1->getNum();

double \_operIndex2 = operIndex2->getNum();

// Checking for correct indexes

if ((int)\_operIndex1 < 0 || (int)\_operIndex1 >= \_operMatrix.size())

return new VariableData();

if ((int)\_operIndex2 < 0 || (int)\_operIndex2 >= \_operMatrix[0].size())

return new VariableData();

return new VariableData(\_operMatrix[(int)\_operIndex1][(int)\_operIndex2]);

}

VariableData\* NTVector::calculate() {

vector<double> result;

for (int i = 0; i < this->values.size(); i++) {

VariableData \*currElement = this->values[i]->calculate();

if (currElement->getType() != NUM)

return new VariableData();

result.push\_back(currElement->getNum());

}

return new VariableData(result);

}

VariableData\* NTMatrix::calculate() {

vector<vector<double>> result;

if (this->values.empty())

return new VariableData(result);

// All lines must have same lengths

int lineLength = this->values[0].size();

for (int i = 0; i < this->values.size(); i++) {

if (this->values[i].size() != lineLength)

return new VariableData();

vector<double> line;

for (int j = 0; j < lineLength; j++) {

VariableData \*currElement = this->values[i][j]->calculate();

if (currElement->getType() != NUM)

return new VariableData();

line.push\_back(currElement->getNum());

}

result.push\_back(line);

}

return new VariableData(result);

}

vector<vector<double>> multiplyMatrixes(vector<vector<double>> matr1, vector<vector<double>> matr2) {

vector<vector<double>> result;

if (matr1.empty() && matr2.empty())

return result;

vector<double> line;

for (int i = 0; i < matr1.size(); i++) {

line.clear();

for (int j = 0; j < matr2[0].size(); j++) {

double element = 0;

for (int k = 0; k < matr2.size(); k++) {

element += matr1[i][k] \* matr2[k][j];

}

line.push\_back(element);

}

result.push\_back(line);

}

return result;

}

**A.12 VariableData.h**

#pragma once

#include "globals.h"

#include "Type.h"

// Contains the type and value of the variable

class VariableData {

Type type; // NUM, VECTOR, MATR or ERROR

double resultNum;

vector<double> resultVec;

vector<vector<double>> resultMatr;

public:

VariableData(double \_number) : resultNum(\_number)

{ this->type = NUM; }

VariableData(vector<double> \_vector) : resultVec(\_vector)

{ this->type = VECTOR; }

VariableData(vector<vector<double>> \_matrix) : resultMatr(\_matrix)

{ this->type = MATR; }

VariableData()

{ this->type = ERROR; }

Type getType() const { return this->type; }

double getNum() const { return this->resultNum; }

vector<double> getVec() const { return this->resultVec; }

vector<vector<double>> getMatr() const { return this->resultMatr; }

void setType(Type \_type) { this->type = \_type; }

void setNum(double \_num) { this->resultNum = \_num; }

void setVec(vector<double> \_vec) { this->resultVec = \_vec; }

void setMatr(vector<vector<double>> \_matr) { this->resultMatr = \_matr; }

};

**A.13 FuncNameTable.h**

#pragma once

#include "globals.h"

#include "Type.h"

#include "VariableData.h"

class FuncNameTable {

vector<pair<string, VariableData\*>> paramTable; // Table of parameter names

map<string, VariableData\*> localVarsTable; // Table of local variable names

public:

bool addParam(string kee, VariableData \*value); // Add the parameter to the table of parameter names

// (false if already exists)

bool addLocalVar(string kee, VariableData \*value); // Add the variable to the table of local variable names

// (false if already exists)

VariableData\* getParam(string kee);

VariableData\* getLocalVar(string kee);

bool changeLocalVar(string kee, VariableData \*newData);

vector<pair<string, VariableData\*>>\* getParamTable();

map<string, VariableData\*>\* getLocalVarsTable();

};

**A.14 FuncNameTable.cpp**

#pragma once

#include "globals.h"

#include "Type.h"

#include "VariableData.h"

class FuncNameTable {

vector<pair<string, VariableData\*>> paramTable; // Table of parameter names

map<string, VariableData\*> localVarsTable; // Table of local variable names

public:

bool addParam(string kee, VariableData \*value); // Add the parameter to the table of parameter names

// (false if already exists)

bool addLocalVar(string kee, VariableData \*value); // Add the variable to the table of local variable names

// (false if already exists)

VariableData\* getParam(string kee);

VariableData\* getLocalVar(string kee);

bool changeLocalVar(string kee, VariableData \*newData);

vector<pair<string, VariableData\*>>\* getParamTable();

map<string, VariableData\*>\* getLocalVarsTable();

};

**A.15 FuncInfo.h**

#pragma once

#include "SyntaxTree.h"

class FuncInfo {

bool isRunning; // TRUE if function is running just now (necessary for forbidding the recursion)

int tableIndex; // The index of nametable

NTFunc \*body; // All information about the function (name, parameters, body and return expression)

public:

FuncInfo(bool \_isRunning, int \_tableIndex, NTFunc \*\_body)

: isRunning(\_isRunning), tableIndex(\_tableIndex), body(\_body) {}

void setIsRunning(bool \_isRunning) { this->isRunning = \_isRunning; }

void setTableIndex(int \_tableIndex) { this->tableIndex = \_tableIndex; }

void setBody(NTFunc \*\_body) { this->body = \_body; }

bool getIsRunning() { return this->isRunning; }

int getTableIndex() { return this->tableIndex; }

NTFunc\* getBody() { return this->body; }

};

**A.16 StandardMethods.h**

#pragma once

#include "globals.h"

#include "VariableData.h"

using namespace std;

enum STANDARD\_FUNC\_NAME {

DET,

TRIANGLE,

SOLVE,

TRANSPOSE,

INVERT,

NONE

};

class StandardMethods {

static vector<vector<double>> makeTriagleMatrix(vector<vector<double>> \_matr, bool &isSignChanged); // Finding the triangle matrix

static double standard\_Det(vector<vector<double>> \_matr); // Finding the determinate of matrix

static vector<double> standard\_Solve(vector<vector<double>> \_matr, vector<double> freeMembers); // Finding the solution of the system of equations

static vector<vector<double>> standard\_Transpose(vector<vector<double>> \_matr); // Transposing the matrix

static vector<vector<double>> standard\_Invert(vector<vector<double>> \_matr); // Inverting the matrix

public:

static STANDARD\_FUNC\_NAME checkFuncName(string \_name); // Checking if the name is standard function

static VariableData\* findFuncValue(STANDARD\_FUNC\_NAME \_name, vector<VariableData\*> \_params); // Finding the value of standard function

};

**A.17 StandardMethods.cpp**

#include "StandardMethods.h"

STANDARD\_FUNC\_NAME StandardMethods::checkFuncName(string \_name) {

if (\_name == "det") return DET;

if (\_name == "triangle") return TRIANGLE;

if (\_name == "solve") return SOLVE;

if (\_name == "transpose") return TRANSPOSE;

if (\_name == "invert") return INVERT;

return NONE;

}

VariableData\* StandardMethods::findFuncValue(STANDARD\_FUNC\_NAME \_name, vector<VariableData\*> \_params) {

switch (\_name) {

case DET: {

if (\_params.size() != 1) {

return new VariableData();

}

if (\_params[0]->getType() != MATR) {

return new VariableData();

}

return new VariableData(standard\_Det(\_params[0]->getMatr()));

}

case TRIANGLE: {

if (\_params.size() != 1) {

return new VariableData();

}

if (\_params[0]->getType() != MATR) {

return new VariableData();

}

bool temp;

return new VariableData(makeTriagleMatrix(\_params[0]->getMatr(), temp));

}

case SOLVE: {

if (\_params.size() != 2) {

return new VariableData();

}

if (\_params[0]->getType() != MATR) {

return new VariableData();

}

if (\_params[1]->getType() != VECTOR) {

return new VariableData();

}

return new VariableData(standard\_Solve(\_params[0]->getMatr(), \_params[1]->getVec()));

}

case TRANSPOSE: {

if (\_params.size() != 1) {

return new VariableData();

}

if (\_params[0]->getType() != MATR) {

return new VariableData();

}

return new VariableData(standard\_Transpose(\_params[0]->getMatr()));

}

case INVERT: {

if (\_params.size() != 1) {

return new VariableData();

}

if (\_params[0]->getType() != MATR) {

return new VariableData();

}

return new VariableData(standard\_Invert(\_params[0]->getMatr()));

}

}

return new VariableData();

}

vector<vector<double>> StandardMethods::makeTriagleMatrix(vector<vector<double>> \_matr, bool &isSignChanged) {

vector<vector<double>> result(\_matr);

if (result.size() <= 1)

return result;

for (int glob = 0; glob < result.size() - 1; glob++) {

// Finding the number of column with the biggest number in the line

double maxInLine = fabs(result[glob][0]);

double maxColumn = 0;

for (int j = 0; j < result[glob].size(); j++) {

if (fabs(result[glob][j]) > maxInLine) {

maxInLine = fabs(result[glob][j]);

maxColumn = j;

}

}

// Substraction the line

for (int i = glob + 1; i < result.size(); i++) {

double coef = result[i][maxColumn] / result[glob][maxColumn];

for (int j = glob; j < result.size(); j++) {

result[i][j] -= coef \* result[glob][j];

}

}

// Moving the column with the biggest number lefts

if (maxColumn != glob) {

for (int i = 0; i < result.size(); i++) {

double k = result[i][maxColumn];

result[i][maxColumn] = result[i][glob];

result[i][glob] = k;

}

isSignChanged = !isSignChanged;

}

}

return result;

}

double StandardMethods::standard\_Det(vector<vector<double>> \_matr) {

if (\_matr.empty()) {

return 0;

}

// Non-square matrix

if (\_matr.size() != \_matr[0].size()) {

return 0;

}

bool isSignChanged = false;

vector<vector<double>> triangleMatr = makeTriagleMatrix(\_matr, isSignChanged);

double result = 1;

for (int i = 0; i < triangleMatr.size(); i++) {

result \*= triangleMatr[i][i];

}

if (isSignChanged)

result \*= -1;

return result;

}

vector<double> StandardMethods::standard\_Solve(vector<vector<double>> \_matr, vector<double> freeMembers) {

vector<double> result;

if (\_matr.empty()) {

return result;

}

// Non-square matrix

if (\_matr.size() != \_matr[0].size()) {

return result;

}

// Degenerate matrix

if (standard\_Det(\_matr) == 0) {

return result;

}

// Sizes don't match

if (\_matr.size() != freeMembers.size()) {

return result;

}

vector<vector<double>> invertMatr = standard\_Invert(\_matr);

// Multiplying matrix by the vector

for (int i = 0; i < invertMatr.size(); i++) {

double sum = 0;

for (int j = 0; j < invertMatr.size(); j++) {

sum += invertMatr[i][j] \* freeMembers[j];

}

result.push\_back(sum);

}

return result;

}

vector<vector<double>> StandardMethods::standard\_Invert(vector<vector<double>> \_matr) {

vector<vector<double>> result;

if (\_matr.empty()) {

return result;

}

// Non-square matrix

if (\_matr.size() != \_matr[0].size()) {

return result;

}

// One-element matrix

if (\_matr.size() == 1) {

vector<double> line;

line.push\_back(1 / \_matr[0][0]);

result.push\_back(line);

return result;

}

double determinate = standard\_Det(\_matr);

if (determinate == 0) {

return result;

}

for (int i = 0; i < \_matr.size(); i++) {

vector<double> line;

for (int j = 0; j < \_matr[0].size(); j++) {

// Finding the minor of the element

vector<vector<double>> minor;

for (int \_i = 0; \_i < \_matr.size(); \_i++) {

if (\_i != i) {

vector<double> minorLine;

for (int \_j = 0; \_j < \_matr[0].size(); \_j++) {

if (\_j != j) {

minorLine.push\_back(\_matr[\_i][\_j]);

}

}

minor.push\_back(minorLine);

}

}

double minorDet = standard\_Det(minor);

// Changing the sign, if necessary

if ((i + j) % 2 != 0) {

minorDet = 0 - minorDet;

}

// Dividing by the determinate

minorDet /= determinate;

// Adding element to the result

line.push\_back(minorDet);

}

result.push\_back(line);

}

result = standard\_Transpose(result);

return result;

}

vector<vector<double>> StandardMethods::standard\_Transpose(vector<vector<double>> \_matr) {

vector<vector<double>> resultMatr;

if (\_matr.empty()) {

return resultMatr;

}

for (int j = 0; j < \_matr[0].size(); j++) {

vector<double> line;

for (int i = 0; i < \_matr.size(); i++) {

line.push\_back(\_matr[i][j]);

}

resultMatr.push\_back(line);

}

return resultMatr;

}

**A.18 main.cpp**

#include "globals.h"

#include "Lexer.h"

#include "Parser.h"

#include "Token.h"

#include "Type.h"

#include "FuncNameTable.h"

#include "SyntaxTree.h"

using namespace std;

int main(int argc, char\* argv[]) {

/\*int \_argc = 2;

char \*argl = "D:\\Program1.txt";

char\*\* \_argv = new char\*[2];

\_argv[1] = argl;\*/

// If received parameters

if (argc > 1) {

if (argc != 2) {

cout << "Too many arguments!" << endl;

cout << "Interpreting one file only" << endl;

exit(EXIT\_FAILURE);

}

// Reading code from file

ifstream inFile(argv[1]);

if (!inFile) {

cout << "File does not exist" << endl;

exit(EXIT\_FAILURE);

}

string input = "";

stringstream buffer;

buffer << inFile.rdbuf();

input = buffer.str();

inFile.close();

// Lexical analysis

Lexer lexer(input);

vector<Token> tokens = lexer.convert();

if (tokens.empty()) {

cout << "Lexical error!" << endl;

getchar();

exit(1);

}

// Syntactical analysis

Parser parser(tokens);

parser.analize();

}

else {

// REPL mode

cout << "Interpreter: REPL mode" << endl;

cout << "Enter your code below. In the end of output you'll see \"Done\"" << endl;

cout << "Enter \"finish\" to finish the work with interpreter" << endl;

Lexer lexer;

Parser parser;

// Reading the line

string codeLine;

getline(cin, codeLine);

while (codeLine != "finish") {

lexer.setInput(codeLine);

vector<Token> tokens = lexer.convert();

if (tokens.empty()) {

cout << "Lexical error!" << endl;

}

else {

parser.addTokens(tokens);

parser.analize();

cout << "Done" << endl;

}

// Reading the next line

getline(cin, codeLine);

}

}

return 0;

}

**Додаток Б  
до курсової роботи**

|  |  |
| --- | --- |
| на тему: | *Граматика розробленої мови програмування* |
|  |  |
|  | |
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ПРОПИСНИМИ літерами написано термінали

рядковими літерами - термінали

програма ::= блок

блок ::= оператор | блок оператор

оператор ::= оголошення | присвоєння | вивелення | умовний\_оператор |

процедура | підключення\_модуля | виклик\_функції **;**

оголошення ::= тип ІМ’Я **;**

тип ::= NUM | VECTOR | MATR

присвоєння ::= ІМ’Я = вираз **; |** ІМ’Я **[**вираз**]** = вираз**; |** ІМ’Я **[**вираз**] [**вираз**]** = вираз**;**

вираз::= **(**вираз**)** | ЧИСЛО | ІМ’Я | вираз операція вираз | - вираз | ІМ’Я **[**вираз**]** | ІМ’Я **[**вираз**] [**вираз**]**| виклик\_функції | вектор | матриця

операція ::= **+ | - | \* | / | ^**

виклик\_функції::= ІМ’Я **(** аргументи **)**

аргументи ::= аргументи **,** аргументи | вираз

вектор ::= **[** елемент **]**

елемент::= елемент**,** елемент | вираз

матриця ::= **[** рядок **]**

рядок::= рядок**,** рядок | **[**елемент**]**

виведення ::= CONSOLE **(**фраза**) ;**

фраза ::= ТЕКСТ | вираз

умовний\_оператор ::= IF **(** логічний\_ вираз **) {** блок **}**

логічний \_ вираз ::= вираз лог\_операція вираз

лог\_операція ::= **: | ! | > | <**

процедура ::= FUNC ІМ’Я **(** параметри **) {** блок повернення\_результату **}**

параметри ::= VOID | параметр

параметр ::= параметр **,** параметр | тип ІМ’Я

повернення\_результату::= RETURN вираз | RETURN VOID **;**

підключення\_модуля ::= INCLUDE ТЕКСТ **;**